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Abstract. The Fujisaki-Okamoto transform (FO) is the go-to method for achieving chosen-
ciphertext (CCA) security for post-quantum key encapsulation mechanisms (KEMs). An im-
portant step in FO is augmenting the decryption/ decapsulation algorithm with a re-encryption
step – the decrypted message is re-encrypted to check whether the correct encryption random-
ness was used. While solving a security problem (ciphertext-malleability), re-encryption has
turned out to introduce side-channel vulnerabilities and is computationally expensive, which
has lead designers to searching for alternatives. In this work, we perform a comprehensive
study of such alternatives. We formalize a central security property, computational rigidity,
and show that it is sufficient for obtaining CCA security. We present a framework for analyz-
ing algorithms that can replace re-encryption and still achieve rigidity, and analyze existing
proposals in this framework.
Along the way, we pick up a novel QROM security statement for explicitly rejecting KEMs
based on deterministic PKE schemes, something that so far only was possible when requiring
a hard-to-ensure quantum property for the base PKE scheme.
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1 Introduction

We revisit the Fujisaki-Okamoto (FO) transform [FO99, FO13], a well-known transformation that
combines a weakly secure public-key encryption scheme and a weakly secure secret-key encryption
scheme into an IND-CCA secure public-key encryption scheme. Dent [Den03, Table 5] and later
[HHK17] gave adaptations for key encapsulation mechanisms (KEMs), which by now have become
the de-facto standard for building secure KEMs. In particular, FO was used in virtually all far-
progressing KEM submissions to the NIST PQC standardization process.

While the cryptographic security of this transformation by now is mostly well-understood [BHH+19,
SXY18,JZC+18,HKSU20,JZM19a,DFMS22,HHM22,HM24], with some open questions concerning
cryptographic security against quantum attackers and the impact of decryption failures, its im-
plementation security is less well-understood, and FO recently was the target of several different
Side-Channel Attacks (SCA), including [UXT+22,RRCB20,GJN20].
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The curse of re-encryption. To mitigate certain chosen-ciphertext attacks, the standard FO
transformation includes a particular computation step (called ‘re-encryption’) during decryption.
This step makes the transformation vulnerable to the aforementioned side-channel attacks. Most
existing attacks target the re-computation of the encryption randomness [UXT+22,RRCB20], only
present in KEMs that begin from a probabilistic PKE, and involves a hash call. However, there are
also attacks [GJN20] that exploit the fact that the runtime of the comparison of the input ciphertext
and the result of the re-encryption operation depends on the similarity of the two ciphertexts. For
PKEs with a form of error-correction property, i.e. where small changes to an input ciphertext likely
do not change the decryption output, such timing information allows detecting the boundary of
the correctable noise (à la [DRV20]), leading to a key recovery attack.

Apart from its security implications, this computation step is additionally relatively costly.
Adding the necessary side-channel countermeasures further increases its cost. Additionally, such
countermeasures would likely require masking the – otherwise public – encryption function. It hence
would be desirable to find alternatives to the standard FO transformation that do not need to
perform this re-encryption step, without degrading IND-CCA security.

Alternative approaches without re-encryption. One of the NIST submissions, called NTRU [CDH+19],
achieved IND-CCA security with an alternative kind of ‘sanity check’ on ciphertexts during decap-
sulation. It also has been argued [Ber, Sect. 5.4.1] that Classic McEliece [ABC+20] can replace
the re-encryption step with another form of sanity check. Both checks are less costly. So far, how-
ever, there exists no formalism that helps determine if and to which kinds of PKE schemes these
techniques to circumvent re-encryption would carry over, with one notable exception that we will
discuss in the next paragraph. We also note that some of the established PKE-to-PKE transforms
that additionally involve a symmetric encryption scheme, e.g. REACT [OP01], did without such a
re-encryption step, but they required a stronger security notion from the base PKE scheme, called
OW-PCA, that is less easy to establish.

Avoiding re-encryption, using rigidity. Some of the transforms’ variants presented in [HHK17],
called U-transforms (see Fig. 7), indeed omit the re-encryption step, but it was noted in [BP18]
that these variants do not necessarily achieve IND-CCA security unless the base scheme satisfies
a property called rigidity [BP18]. The authors additionally observed that the FO variants that are
usually applied to probabilistic schemes, called FO in [HHK17], can be factored further beyond the
modularization given in [HHK17], and that rigidity in certain cases can be ensured by performing
the re-encryption step. Given that our main focus, however, was to get rid of re-encryption in the
first place, this is not yet a satisfactory state of affairs – it is desirable to find a milder property that
still allows to omit re-encryption. We go beyond the work in [BP18] in two ways. First, we consider
quantum adversaries in our reductions giving proofs in the quantum-accessible random oracle model
(QROM), while [BP18] gives proofs in the classical ROM. Second, the discussion in [BP18] is limited
to perfectly correct, rigid schemes. In this work, we introduce a notion of computational rigidity,
and analyze schemes where both approximate correctness and rigidity only hold computationally.

1.1 Our contributions

In this work, we revisit the relation between rigidity and IND-CCA security:

Attacks on KEMs with non-rigid encryption. We start with a somewhat-negative result: for
lattice-based PKE schemes like, e.g., Kyber, avoiding this property seems to be less than straight-
forward, unless one is willing to require/achieve a stronger security notion already for the PKE
scheme – we will find that an important class of well-known attacks on lattice-based encryption
schemes immediately carry over to the resulting KEMs if the schemes are converted using solely the



(Un)breakable curses - re-encryption in the FO transform 3

U-transforms, i.e., when not adding something that ensures rigidity. The “minimal” known way of
preventing these attacks is to ensure rigidity, which is usually done by re-encryption.

Transformation Rig: generically enforcing rigidity via range checks. On the constructive
side, we analyze whether there are simple ways to augment any base scheme PKE to achieve rigidity
and thus prepare it for the application of the U-transforms, while only requiring some reasonably
weak security properties from PKE. To that end, we give a formal framework that achieves rigidity
by introducing a range check to the decapsulation algorithm. Intuitively, a range-checking algorithm
Range is supposed to check whether a queried ciphertext indeed was an honest encryption, or in
other words, whether the ciphertext lies in the range of the algorithm Enc(pk,−) for a given public
key. We capture the introduction of this step by a new transformation, which we call Rig.

Milder requirements. We will see that if Range is always right and the scheme PKE is perfectly
correct, the augmented scheme Rig[Π] is perfectly rigid. Finding an efficient, perfect Range, however,
might not always be possible. Additionally, many pq PKE schemes are not perfectly correct, i.e.,
they occasionally exhibit decryption failures that have some impact on IND-CCA security. To enable
efficient instantiations for imperfectly correct PKE schemes, we show that it is already sufficient if
Range is computationally sufficiently close to the perfect range-check, by defining a computational
notion of rigidity that is sufficient to argue security of the U-transforms when applied to deterministic
schemes.

Our new transformations. We combine U with Rig, capturing two variants of U, called U⊥m and
U̸⊥m in [HHK17]: we consider the combined transformation

– rgU⊥m := U⊥m ◦ Rig, which yields a KEM with ‘explicit’ rejection (see Definition 14);
– rgU̸⊥m := U̸⊥m ◦ Rig, which yields a KEM with ‘implicit’ rejection (also Definition 14).

Both can be applied to deterministic PKE schemes. Generally, before applying U to a probabilis-
tic scheme, the scheme first gets derandomized. This corresponds to transformation Der (see Def-
inition 15). Using this transformation, we obtain the following transformations for probabilistic
schemes:

– FO⊥,rgm := rgU⊥m ◦ Der (‘explicit rejection’); and
– FO ̸⊥,rgm := rgU̸⊥m ◦ Der (‘implicit rejection’).

Obtaining suitable range checks. Finally, we discuss techniques that have been put forward
in the literature as alternatives to re-encryption. We have already mentioned the range checks for
the natively deterministic schemes NTRU and McEliece. They are perfect and can thus replace
re-encryption (as already observed in [BP18]). For KEMs constructed from randomized PKEs the
picture is much bleaker. Firstly, we prove that any range check for a randomized PKE that has been
derandomized in the usual way (i.e., via Der) must involve computing the hash of the decrypted
message (see Proposition 1). Thus, for such KEMs the side-channel attack surface that led to the
attacks in [UXT+22, RRCB20] is unavoidable. We also discuss how a number of approaches from
the literature are still flawed despite doing this computation (see Section 6).

Application to NIST finalists. In particular, our results (Corollary 3 and Corollary 2) allow a
relatively simple security proof for NTRU and Classic McEliece, even when considering quantum
attackers. It is an open question whether the approach also applies to NIST alternate candidates
NTRU prime, BIKE and HQC.

QROM result for explicitly rejecting KEMs. We also broaden the field of applicable PKE-to-
KEM transformations with QROM security: for deterministic encryption schemes, so far there only
existed a QROM security proof [JZC+18, JZM19b] for explicitly rejecting KEMs (see Section 2.3)
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Fig. 1. Summary of our results. The upper half of the figure describes our results for explicit rejection,
while the lower part describes our results for implicit rejection. Results about the Der transform are given
in Section 5.3. Results about the Rig transform are in Section 5.1. Results about U⊥

m and U̸⊥
m are in Section 5.2,

where we provide also proofs in the QROM. Corollary 3 (Corollary 2) describes concrete bounds for rgU⊥
m

(rgU ̸⊥
m). Cor. 4 (Cor. 5) describes concrete bounds for FO⊥,rg

m (FO ̸⊥,rg
m ).

when requiring that the PKE scheme must be OW-qPVCA secure, i.e., one-way even against at-
tackers with additional access to quantum-accessible oracles (that might be hard to estimate). Our
new proof only requires the ‘standard’ requirement for such KEMs, OW-VCA.

TL;DR for designers using deterministic PKE. Cors. 3 and 2 provide concrete bounds for the
IND-CCA security of our FO-like transforms rgU⊥m and rgU̸⊥m, respectively. Besides having to analyze
the conjectured passive security of the considered deterministic PKE scheme (OW-RCA for rgU⊥m,
OW for rgU̸⊥m), applying the bounds requires to analyze the following properties:

– the probability that attackers can find ciphertexts for which the range-checking algorithm Range
fails (FRFC, see Definition 11);

– the probability that an attacker can come up with ciphertexts that exhibit decryption failure
(FFC, see Definition 2). For rgU⊥m, we need the slightly stronger notion FFC-RCA (see Defini-
tion 12). We note that this property is obsolete for perfectly correct PKE schemes.

TL;DR for designers using probabilistic PKE. Cors. 4 and 5 provide concrete bounds for
the IND-CCA security of our FO-like transforms FO⊥,rgm and FO ̸⊥,rgm . Besides having to analyze the
conjectured passive security of PKE, applying the bounds requires to analyze the following properties:

– the probability that attackers can find ciphertexts for which the range-checking algorithm Range
fails for the derandomized scheme ;

– the probability that an attacker can come up with ciphertexts that exhibit decryption failure
(FFC, see Definition 2).

– for FO⊥,rgm , the spreadness of the scheme (γ-spreadness, see Definition 3).

Organization of this paper Section 2 recalls standard notions about PKEs/ KEMs and a formal
definition of the FO transform. We revisit the importance of rigidity in Section 3. We analyze how
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Game FFCΠ(A):
01 (pk, sk)← KeyGen
02 LC ← A(pk)
03 return J∃m ∈M, c ∈ LC : Enc(pk,m) = c ∧ Dec(sk, c) ̸= mK

Fig. 2. FFC game for PKE Π = (KeyGen,Enc,Dec).

we could get away without re-encryption by defining computational notions of rigidity in Section 4,
analyze generic approaches to achieving computational rigidity via range checks in Section 5, for
deterministic encryption schemes (Section 5.1) and probabilistic ones (Section 5.3), and show how
to obtain an IND-CCA secure KEM with the obtained techniques (Section 5.2 and Section 5.3).
In Section 6, we discuss approaches to implementing range checks.

2 Preliminaries

In this section we introduce some notation and security notions for public-key encryption (Sec-
tion 2.1) and key encapsulation mechanisms (Section 2.3) that we will use in the rest of the paper.
We also recall the Fujisaki-Okamoto transformation (Section 2.3).

Algorithms. We denote the deterministic output y of an algorithm A on input x by y := A(x).
We denote algorithms with access to an oracle O by AO. Unless stated otherwise, we assume all our
algorithms to be probabilistic and denote the computation by y ← A(x).

2.1 Security notions and properties for Public-Key Encryption

Given a public-key encryption scheme Π = (KeyGen,Enc,Dec), we denote its message space by M,
its ciphertext space by C, and its randomness space by R. We say that a PKE is deterministic if
the encryption algorithm Enc is deterministic. For probabilistic schemes, we will at times make the
randomness r ∈ R used during encryption explicit by writing Enc(pk,m; r) instead of Enc(pk,m).

Definition 1 (Perfect correctness). We say that a PKE Π is perfectly correct iff for all key
pairs (pk, sk)← KeyGen, all messages m ∈M and any encryption randomness r it holds that

Dec(sk,Enc(pk,m; r)) = m.

If this condition doesn’t hold, we say that PKE allows decryption failures.
We are also interested in PKE schemes with a small probability of decryption failure, which can

be exploitable in chosen-ciphertext attacks. To capture this, we recall the Find Failing Ciphertext
(FFC) game introduced in [BHH+19]. In that game, the adversary has to find a failing ciphertext,
i.e., a ciphertext c ∈ C that is the encryption of some message m, but Dec(sk, c) ̸= m. The adversary
is allowed to output a list LC of ciphertexts and wins if any element of LC fails.

Definition 2 (FFC). Given a PKE Π = (KeyGen,Enc,Dec), we define the FFC game as in Fig. 2.
We define the FFC advantage of an adversary A as

AdvFFCΠ (A) := Pr [FFCΠ(A)→ 1] , (1)

where the probability is taken over the randomness in the FFC game and the internal coins of A.



6 K. Hövelmanns, A. Hülsing, C. Majenz, F. Sisinni

When capturing probabilistic PKE schemes, we will use the notion of γ-spreadness, which intu-
itively means that encryptions are sufficiently unpredictable.

Definition 3 (γ-spreadness [FO99,FO13]). We say that a PKE Π is γ-spread iff for all key
pairs (pk, sk)← KeyGen and all messages m ∈M it holds that

max
c∈C

Pr[Enc(pk,m) = c] ≤ 2−γ ,

where the probability is taken over the randomness of Enc.

We will later adapt the notion of rigidity that relates to the re-encryption check performed in
Fujisaki-Okamoto-like transforms (see Section 2.3). Intuitively, rigidity ensures that if decrypting a
ciphertext c does not fail, then c must also pass that re-encryption check. It will thus be impossible
to mall honest encryptions into something else that still decrypts to the same message.

Definition 4 (Rigidity [BP18]). We say that a deterministic PKE Π is rigid iff for all key pairs
(pk, sk)← KeyGen(), and all ciphertexts c ∈ C the following holds

Dec(sk, c) =⊥ or Enc(pk,Dec(sk, c)) = c.

We will call a ciphertext c non-rigid ciphertext iff

Dec(sk, c) ̸=⊥ and Enc(pk,Dec(sk, c)) ̸= c,

where we assume that the involved key pair (pk, sk) is clear from context.

Security notions for PKE. We will work with the two standard notions of passive security
for PKEs, One-Wayness (OW) and Indistinguishability under Chosen Plaintext Attacks
(IND-CPA).

Definition 5 (OW, IND-CPA). Given a PKE Π = (KeyGen,Enc,Dec), we define the OW game
as in Fig. 3 left. We define the OW advantage of an adversary A as

AdvOW
Π (A) := Pr [OWΠ(A)→ 1] , (2)

where the probability is taken over the randomness in the OW game and the internal coins of A.
We define the IND-CPA game as in Fig. 3 right. We define the IND-CPA advantage of an adversary
A = (A1, A2) as

AdvIND-CPA
Π (A) := |Pr [IND-CPAΠ(A)→ 1]− 1/2|, (3)

where the probability is taken over the randomness in the IND-CPA game and the internal coins of
A.

In Section 5.1, we give new security results for FO-like transformations. This requires stronger notions
of One-Wayness, introduced in [HHK17], in which the attacker additionally has access to one of the
following oracles:

– Plaintext Checking Oracle (PCO). Oracle PCO takes as input a message m ̸=⊥ and a ci-
phertext c, and is defined by PCO(m, c) := JDec(sk, c) = mK.

PCO(m, c) := JDec(sk, c) = mK (4)

– Validity Checking Oracle (VCO). Oracle VCO takes as input a ciphertext c different from
the game’s challenge ciphertext c∗, and is defined by

VCO(c) := JDec(sk, c) ∈MK (5)
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Game OWΠ(A):
01 (pk, sk)← KeyGen
02 m∗ ←$ M
03 c∗ ← Enc(pk,m∗)
04 m′ ← A(pk, c∗)
05 return Jm′ = mK

Game IND-CPAΠ(A):
06 (pk, sk)← KeyGen
07 b←$ {0, 1}
08 (m0,m1, st)← A1(pk)
09 c∗ ← Enc(pk,mb)
10 b′ ← A(pk, c∗, st)
11 return Jb′ = bK

Fig. 3. OW and IND-CPA game for PKE Π = (KeyGen,Enc,Dec).

Game OW-ATKΠ(A):
01 (pk, sk)← KeyGen
02 m∗ ←$ M
03 c∗ ← Enc(pk,m∗)
04 m′ ← AO(pk, c∗)
05 return Jm′ = mK

Fig. 4. OW-ATK game for PKE Π = (KeyGen,Enc,Dec).

We speak of One-Wayness under Plaintext Checking Attacks (OW-PCA) if the adversary
has PCO-access, and of One-Wayness under Validity Checking Attacks (OW-VCA) if the
adversary has VCO-access.

Definition 6 (OW-ATK). Let Π = (KeyGen,Enc,Dec) be a PKE. For ATK ∈ {PCA,VCA} we
define the OW-ATK game as in Fig. 4, where

OATK :=

{
PCO if ATK = PCA

VCO if ATK = VCA
.

We define the OW-ATK advantage of an adversary A as

AdvOW-ATK
Π (A) := Pr [OW-ATKΠ(A)→ 1] ,

where the probability is taken over the randomness in the OW-ATK game and the internal coins of
A.

2.2 Security notions for Key Encapsulation Mechanism

We now recall the standard security notion for Key Encapsulation Mechanisms (KEMs), Indistinguishability
under Chosen Ciphertext Attacks (IND-CCA).
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Definition 7 (IND-CCA). Given a key encapsulation mechanism KEM = (KeyGen,Encaps,Decaps)
with session key space K, we define the IND-CCA game as in Fig. 5. We define the IND-CCA advan-
tage of an adversary A as

AdvIND-CCA
Π (A) := |Pr [IND-CCAΠ(A)→ 1]− 1/2|, (6)

where the probability is taken over the randomness in the IND-CCA game and the internal coins of
A.

Game IND-CCAΠ(A):
01 (pk, sk)← KeyGen
02 b←$ {0, 1}
03 (K0, c

∗)← Encaps(pk)
04 K1 ←$ K
05 b′ ← ADecaps(pk, c∗,Kb)
06 return Jm′ = m∗K

Decaps(c ̸= c∗):
07 K := Decaps(sk, c)
08 return K

Fig. 5. IND-CCA game for KEM = (KeyGen,Encaps,Decaps).
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Enc1(pk,m):
01 c := Enc(pk,m;G(m))
02 return c

Dec1(sk
′, c):

03 m′ := Dec(sk, c)
04 if m′ =⊥ or c ̸= Enc1(pk,m

′)
05 return ⊥
06 else
07 return m′

Fig. 6. Encryption and decryption algorithms of T[Π,G].

2.3 Formal definition of the Fujisaki-Okamoto transformation

In this section, we recall the definition of the FO transform as the composition of the following two
transformations:

– the derandomizing T-transform that additionally adds a re-encryption check to the decryption
procedure; and

– the PKE-to-KEM Um-transforms that derive session keys from a randomly chosen message m,
which they encrypt using Π. The two variants of Um vary in their responses to invalid ciphertexts
(U⊥m returns ⊥, while U̸⊥m returns pseudo-random values).

The T transform: To a PKE scheme Π = (KeyGen,Enc,Dec) and a hash function G :M → R,
we associate PKE scheme

Π1 = T[Π,G] := (KeyGen,Enc1,Dec1), (7)

where algorithms Enc1 and Dec1 are defined in Fig. 6. It has been proven [HHK17, Theorem 3.1]
that OW-PVCA (where adversary gets access to both PCO and VCO) security of T[Π,G] non-tightly
reduces to OW security of Π, when modeling G as a random oracle and assuming that Π is γ-spread.
In case Π is not γ-spread, T[Π,G] was still shown to be OW-PCA secure.

The U⊥m,U̸⊥m transforms: To a PKE scheme Π = (KeyGen1,Enc1,Dec1) and a hash function
H :M→ K, we associate key encapsulation mechanism

KEM⊥m = U⊥m[Π1, H] := (KeyGen1,Encapsm,Decaps⊥m) or

KEM ̸⊥m = U̸⊥m[Π1, H] := (KeyGen ̸⊥,Encapsm,Decaps ̸⊥m)

where all algorithms are defined in Fig. 7.
In the literature, KEM⊥m is often called ‘KEM with explicit rejection’ because decapsulation

returns the dedicated failure symbol ⊥ upon decryption failure. In turn, KEM ̸⊥m is often called ‘KEM
with implicit rejection’. This variant differs only from U⊥m in that it reacts to invalid ciphertexts by
returning a pseudo-random value instead of the dedicated failure symbol ⊥ (U̸⊥m, compare line 17
to 07). We also briefly recall previous security results about these transformations: modeling H as a
random oracle, a tight relation has been proven between IND-CCA security of

– KEM⊥m = U⊥m[Π1, H] and OW-VCA security of Π1 [HHK17, Theorem 3.5], assuming Π1 is deter-
ministic;

– KEM ̸⊥m = U̸⊥m[Π1, H] and OW security of Π1 [HHK17, Theorem 3.6], again assuming Π1 is
deterministic.



10 K. Hövelmanns, A. Hülsing, C. Majenz, F. Sisinni

KeyGen̸⊥

01 (pk, sk)← KeyGen1
02 s←$ M
03 sk′ := (sk, s)
04 return (pk, sk′)

Decaps⊥m(sk, c)

05 m′ := Dec1(sk, c)
06 if m′ = ⊥
07 return ⊥
08 else
09 return K := H(m′)

Encapsm(pk)
10 m←$ M
11 c← Enc1(pk,m)
12 K := H(m)
13 return (K, c)

Decaps̸⊥m(sk′, c)

14 Parse (sk, s) := sk′

15 m′ := Dec(sk, c)
16 if m′ = ⊥
17 return K := H(s, c)
18 else
19 return K := H(m′)

Fig. 7. ‘Explicit rejection’ KEM KEM⊥
m = U⊥

m[Π1, H] =(KeyGen1,Encapsm,Decaps⊥m), and ‘implicit re-
jection’ KEM KEM ̸⊥

m= U̸⊥
m[Π1, H] =(KeyGen̸⊥,Encapsm,Decaps̸⊥m), obtained from PKE scheme Π1 =

(KeyGen1,Enc1,Dec1).

3 Rigidity in the context of KEM attacks

We now revisit the importance of rigidity for PKEs that get transformed into KEMs using the U⊥m-
and U̸⊥m-transforms. We will later (Section 5.2) show that computational rigidity, formalized as FNRC
in Section 4, is sufficient when paired up with one-wayness and computational correctness. In this
section, we study which security properties of PKE are necessary for the resulting KEM to be
IND-CCA secure, by discussing attacks on KEMs obtained from U⊥m or U̸⊥m. While we will not find
that rigidity is strictly necessary, we point out that enforcing rigidity is the easiest way to prevent
a critical class of attacks.

The IND-CCA attack in [BP18]. In the article [BP18] that introduced (perfect) rigidity, an attack
is presented to illustrate the security problems arising when re-encryption or similar measures to
ensure rigidity are omitted. More precisely, it is shown how an artificially introduced useless bit in
the PKE ciphertext can be exploited to launch an IND-CCA attack against the KEM obtained by
applying a U-transform. Essentially the same vulnerability arises when plugging, e.g, a plain lattice-
based PKE into the U-transform: then, e.g., a small LWE error can be added to malleate the KEM
challenge ciphertext.

We now describe a more generic attack blueprint. For a PKE Π, one can use the decapsulation
oracle for, e.g., U ̸⊥m[Π,H], to build a plaintext-checking oracle PCO for Π: to test whether a given
ciphertext c decrypts to a given message m, one just checks whether H(m) = Decaps(sk, c). Any
PCO-attack on Π thus can be used to launch an IND-CCA attack against U̸⊥m[Π,H]. This is of
practical significance since there is an entire class of secret-key-recovery attacks on common lattice-
based PKE that are PCO attacks [JJ00,HNP+03,BBLP17,GJN19,DVV18,DRV20,BDH+19]. These
attacks work by using the PCO to figure out how much ciphertexts can be modified until they decrypt
to a different plaintext than the one that was encrypted. This entire attack class can thus also be
used to attack the respective U̸⊥m/U⊥m-transformed KEMs. To remove this attack surface, the KEM
would have to be altered somehow, in a way such that decapsulation queries can no longer be used
to mount PCO-based attacks.

In the FO-transform this attack is prevented by adding re-encryption before applying any form
of U transform (usually as part of the T-transform). I.e., it adds rigidity and thereby mutes in some
sense the information coming from the PCO. The reason is that now any modification to c will result
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in a different m or ⊥. Thereby PCO(m, c′) := 0 for any modified ciphertext c′. Phrased differently,
when starting from a OW secure PKE, adding rigidity boosts OW to OW-PCA security, thus ruling
out the class of PCO-attacks.

At the same time, PCO intrinsically is connected to rigidity and correctness, as for a rigid,
perfectly correct PKE, a PCO can be constructed from public information: perfect rigidity is defined
by the equation Enc(pk,Dec(sk, c)) = c and correctness by Dec(sk,Enc(pk,m)) = m. It thus implies
that for any pair (m, c), Dec(sk, c) = m⇔ Enc(pk,m) = c, and the right-hand side can be computed
using the public key only. This argument can be generalized to computational rigidity and correctness
(see next section)4.

The discussed attacks and relations provide our motivation to study rigidity in a more general
context. In the rest of this article, we will therefore introduce computational rigidity, show how to
achieve it using any check that (computationally) tests whether a ciphertext is in the encryption
algorithm’s range, and discuss proposals from the literature how to construct such checks.

4 Our new rigidity notion: computational rigidity

As we saw in the previous section, rigidity plays an important role in the context of mitigating
IND-CCA attacks. To enable rigidity-enforcing techniques that might be less side-channel-vulnerable
and/or more efficient than re-encryption checks, this section provides computational counterparts to
the stricter rigidity definition (Definition 4) given in [BP18], called FNRC. We additionally introduce
a correctness-related notion, which we will need later to reason about the security of the KEM
obtained by applying our FO alternatives.

We start with the computational notion of rigidity: in the Find Non Rigid Ciphertext (FNRC)
game, the attacker gets the public key and is tasked with finding a ciphertext c that is not rigid,
i.e., a c that decrypts to a valid message m ̸= ⊥, while m does not re-encrypt to c. Additionally, we
introduce a slightly stronger notion, Find Non Rigid Ciphertext under Validity Checking
Attacks (FNRC-VCA). In this variant, the adversary has additional access to a Validity Checking
Oracle VCO. VCO was introduced in [HHK17] to argue about security of the explicitly rejecting
U-variants U⊥ and U⊥m, and will play a similar role in our rigidity-handling counterparts. At the end
of this section, we recall that adding VCO to a security notion has little impact in the context of
FO-like transformations, applied to probabilistic schemes.

Definition 8 (FNRC, FNRC-VCA). Given a deterministic PKE scheme Π = (KeyGen,Enc,Dec),
we define games FNRC and FNRC-VCA as in Fig. 8. We define the FNRC-advantage of an adversary
A as

AdvFNRCΠ (A) := Pr [FNRCΠ(A)→ 1] ,

and the FNRC-VCA advantage of an adversary A as

AdvFNRC-VCA
Π (A) := Pr [FNRC-VCAΠ(A)→ 1] ,

where the probability is taken over the respective game’s randomness and the internal coins of A.

Second, we introduce a slightly stronger variant of the Find Failing Ciphertexts (FFC) game that
was introduced in [HHM22]. In this game, the adversary is tasked with finding an honest encryption
that fails to decrypt to its originating plaintext. In our variant, the adversary again has additional
access to the Validity Checking Oracle VCO, like in the FNRC-VCA game above. We call this notion
Find Failing Ciphertext under Validity Checking Attacks (FFC-VCA).
4 For schemes that have computational correctness (FFC) and are computationally rigid (FNRC, see Sec-

tion 4) we can also replace a query (m, c) to PCO by checking that Enc(pk,m) = c. The difference between
the two checks can be bounded by building an FFC adversary and an FNRC adversary.
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FNRCΠ(A):
01 (pk, sk)← KeyGen()
02 LC ← AO(pk)
03 for c ∈ LC
04 m′ := Dec(sk, c)
05 if m′ ̸=⊥
06 if Enc(pk,m′) ̸= c
07 return 1
08 return 0

FFC-VCAΠ(A):
09 (pk, sk)← KeyGen()
10 LC ← AVCO(pk)
11 for c ∈ LC ,m ∈M
12 if Enc(pk,m) = c
13 if Dec(sk, c) ̸= m
14 return 1
15 return 0

Fig. 8. Games FNRC, FNRC-VCA and FFC-VCA for deterministic PKE scheme Π = (KeyGen,Enc,Dec). In
FNRC, we set O := ⊥ (no oracle access), in FNRC-VCA, we set O := VCO.

Definition 9 (FFC-VCA). Given a PKE Π = (KeyGen,Enc,Dec), we define the FFC-VCA game as
in Fig. 8. We define the FFC-VCA advantage of an adversary A as

AdvFFC-VCA
Π (A) := Pr [FFC-VCAΠ(A)→ 1] ,

where the probability is taken over the randomness in the FFC-VCA game and the internal coins of
A.

Notion X vs. notion X-VCA for probabilistic schemes. We note that for PKE schemes that get
derandomized by setting Enc(pk,m; r) := Enc(pk,m;G(m)) and perform a rigidity check, like in, e.g.,
the T-transform, these notions are essentially the same (in the ROM) since VCO can be simulated
during security proofs, assuming the scheme is γ-spread and sufficiently correct. (The simulation
was given in the proof of [HHK17, Theorem 3.1], returning 1 iff there was a previous query m to
random oracle G such that (m, r := G(m)) explain the ciphertext. This simulation rarely fails for
sufficiently spread and correct schemes, since it is unlikely that a valid encryption can be guessed
without querying G.)

5 Achieving rigidity via range checks

On our way to enabling rigidity-enforcing techniques that might be less side-channel-vulnerable
and/or more efficient than re-encryption checks, we note that there are already some PKE schemes,
NTRU and McEliece, that can (or in principle could) check ciphertexts without utilizing re-encryption.
As we will see in Section 6, they both deploy a certain mechanism to check if queried ciphertexts
are the encryption of a message or not. We thus introduce the following oracle as an abstraction
of those two mechanisms. To account for the fact that the (perfect) oracle must be implemented
in an efficient way (which might also make use of the secret key), we also define an algorithmic
counterpart.

Definition 10 (Range-checking oracle/algorithms). For any PKE scheme Π = (KeyGen,Enc,Dec)
with message space M, we define its Range Checking Oracle (RCO) by

RCO(pk, c) := Jc ∈ Enc(pk,M)K, (8)

for a given key pair (pk, sk) ← KeyGen. Sometimes we simply write RCO(c) if it is clear from the
context which pk is being used.

A range checking algorithm is an algorithm Range that takes as input a key pair (pk, sk) and
a ciphertext c and returns a bit.
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FRFCΠ,Range(A):
01 (pk, sk)← KeyGen()
02 LR ← ARCO(pk)
03 return J∃c ∈ LR : Range(pk, sk, c) ̸= RCO(pk, c)K

Fig. 9. FRFC game for PKE scheme Π and range-checking algorithm Range.

Bounding the difference between perfect range checks and their implementation. Given
that KEMs use such range checks to identify malicious ciphertexts, the chosen-ciphertext security of
a KEM exploiting Range will likely depend on how well Range implements the perfect oracle RCO.
We capture this with the following notion, called Find Range Failing Ciphertext (FRFC): the
FRFC game tasks the attacker with finding a ciphertext for which implementation and oracle are
in dis-alignment, meaning Range(pk, sk, c) ̸= RCO(pk, c). We call such ciphertexts range-failing
ciphertexts.

Definition 11 (FRFC). Given a PKE scheme Π = (KeyGen,Enc,Dec) and a range checking algo-
rithm Range, we define the FRFC game as in Fig. 9. We define the FRFC advantage of an adversary
A as

AdvFRFCΠ,Range(A) := Pr [FRFCΠ,Range(A)→ 1] ,

where the probability is taken over the randomness in the FRFC game and the internal coins of A.
When it is obvious to which PKE scheme we are referring, we omit it from the notation and simply
write FRFCRange.

Security notions in the presence of a range-checking oracle. We now introduce variants of
the OW, FFC, and FNRC games in which the attacker additionally has access to RCO, named respec-
tively One-Wayness under Range Checking Attacks (OW-RCA), Find Failing Ciphertext
under Range Checking Attacks (FFC-RCA) and Find Non Rigid Ciphertext under Range
Checking Attacks (FNRC-RCA).

As we will show in Section 5.3, these notions are essentially equal to their RCO-less counterparts
for derandomizations of (sufficiently spread) probabilistic schemes. For deterministic schemes in
general, however, we’ll have to make use of these slightly stronger variants when arguing about the
security of our new FO-like transforms.

Definition 12 (OW-RCA, FFC-RCA, FNRC-RCA). For a public key encryption scheme Π =
(KeyGen,Enc,Dec), we define the OW-RCA, FFC-RCA and FNRC-RCA games as in Fig. 10. We
define the OW-RCA, FFC-RCA, and the FNRC-RCA advantage of an adversary A respectively as

AdvOW-RCA
Π (A) := Pr [OW-RCAΠ(A)→ 1] ,

AdvFFC-RCA
Π (A) := Pr [FFC-RCAΠ(A)→ 1] ,

AdvFNRC-RCA
Π (A) := Pr [FNRC-RCAΠ(A)→ 1] ,

where the probabilities are taken over the respective games’ randomness and the internal coins of A.

Building IND-CCA secure KEMs using range checks. We will now analyze alternatives to
re-encryption and when they suffice to construct an IND-CCA secure KEM. In Section 5.1, we
thus define a transformation Rig which uses a generic range-checking algorithm Range to enforce
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OW-RCAΠ(A):
01 (pk, sk)← KeyGen
02 m∗ ←$ M
03 c∗ ← Enc(pk,m∗)
04 m′ ← ARCO(pk, c∗)
05 return Jm′ = mK

FFC-RCAΠ(A):
06 (pk, sk)← KeyGen()
07 LC ← ARCO(pk)
08 return J∃m ∈M, c ∈ LC : Enc(pk,m) = c ∧ Dec(sk, c) ̸= mK

FNRC-RCAΠ(A):
09 (pk, sk)← KeyGen()
10 LC ← ARCO(pk)
11 return J∃c ∈ LC : Dec(sk, c) ̸=⊥ ∧ Enc(pk,Dec(sk, c)) ̸= cK

Fig. 10. OW-RCA, FFC-RCA and FFC-RCA games for a public key encryption scheme Π =
(KeyGen,Enc,Dec).

computational rigidity. We then show in Section 5.2 that combining Rig with existing PKE-to-KEM
transformations such as the U⊥m- and the U̸⊥m-transform (defined in Section 2.3) yields an IND-CCA
secure KEM, assuming a good Range (in addition to usual requirements for the U-transforms). So far,
however, our results are for deterministic schemes. We thus address (sufficiently spread) probabilistic
schemes in Section 5.3, by revisiting the transformation Der that derandomizes the scheme via a hash
function, and showing that it achieves the properties needed by Rig.

5.1 Rigidity for deterministic schemes – the Rig transform

In this section, we restrict ourselves to deterministic PKE schemes. For such, we now describe a
generic method, called Rig, to achieve computational rigidity by means of range checks. We will
want to combine Rig with U⊥m and U̸⊥m in the next section to get a generic PKE-to-KEM conversion
that achieves IND-CCA security. As we will show in the next section, U⊥m requires stronger One-
Wayness, OW-VCA, and additionally the rigidity property FNRC-VCA (see Definition 8) and the
correctness property FFC-VCA. (Involving the validity-checking oracle VCO seems to be unavoidable
for U⊥m to capture certain types of chosen-ciphertext attacks, and this requirement was already
present in previous work on U⊥m.) We thus show that Rig indeed achieves these properties. This still
requires OW/FFC notions from the deterministic PKE scheme that involve an additional oracle at
least for U⊥m, but this seems to be unavoidable since we want to catch chosen-ciphertext attacks. For
probabilistic schemes that get derandomized, the base requirements will translate into something
significantly simpler (see Section 5.3).

When does non-rigidity occur? To motivate our construction of Rig, we first analyze the possible
scenarios in which we can have a non-rigid ciphertext c, meaning that when computing m′ :=
Dec(sk, c) and then c′ := Enc(pk,m′), we end up with c′ ̸= c. We make a case distinction:

1. Ciphertext c is the encryption of a message m. Then c must trigger a decryption failure: it must
be that m ̸= m′.
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KeyGen′():
01 (pk, sk)← KeyGen()
02 sk′ := (pk, sk)
03 return (pk, sk′)

Dec′(sk′, c):
04 parse sk′ = (sk, pk)
05 m′ := Dec(sk, c)
06 if m′ =⊥ ∨ Range(pk, sk, c) = 0
07 return ⊥
08 else return m′

Fig. 11. Key generation and decryption algorithm of Π ′ = Rig[Π,Range]

m c m′ c′

̸=

Enc(pk,m) Dec(sk, c) Enc(pk,m′)

This case can be bounded by analyzing the probability that an attacker can find failing cipher-
texts (FFC).

2. Ciphertext c cannot be obtained through encryption.

c m′ c′
Enc(pk, ·) Dec(sk, c) Enc(pk,m′)

This case can be spotted by performing a range check on c.

Achieving computational rigidity by transformation Rig. In conclusion we can spot any non-
rigid ciphertext by deploying a range check. This suggests the rather natural new transformation
Rig, which makes deterministic PKEs computationally rigid by using a sufficiently good range check
approximation Range during decryption. Rig generalizes the re-encryption check.

Definition 13 (Transformation Rig). Given a deterministic public-key encryption scheme Π =
(KeyGen,Enc,Dec) and a range-checking algorithm Range, we define a new PKE as

Π ′ = Rig[Π,Range] := (KeyGen′,Enc,Dec′), (9)

where algorithms KeyGen′ and Dec′ are described in Fig. 11.

We now show that Rig indeed achieves the properties needed to be combined with U⊥m, OW-VCA,
FNRC-VCA and FFC-VCA. We start by showing that Rig satisfies the rigidity and the correctness
requirement, provided that Range is good enough (FRFC, see Definition 11) and the underlying PKE
scheme already satisfies a suitable correctness notion, FFC-RCA (Definition 12).

Theorem 1. ( Π FFC-RCA,FRFC =⇒ Rig[Π,Range] FNRC-VCA,FFC-VCA) Let Π be a deter-
ministic PKE scheme, and Range be a range-checking algorithm. For any FNRC-VCA adversary A
against Rig[Π,Range], issuing at most qv queries to its oracle VCO and returning a list of size N ,
there exist an FFC-RCA adversary B against Π and an FRFC adversary C against Range such that

AdvFNRC-VCA
Rig[Π,Range](A) ≤ AdvFFC-RCA

Π (B) + AdvFRFCRange (C) .
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GAMES G0-G1:
01 (pk, sk)← KeyGen()
02 LA ← AVCO(pk) �G0

03 LA ← ARCO(pk) �G1

04 return J∃c ∈ LA : Dec(sk, c) ̸= ⊥∧Enc(pk,Dec(sk, c)) ̸= cK

Fig. 12. Games G0-G1 for the proof of Theorem 1. Validity-checking oracle VCO for Rig[Π,Range] and
range-checking oracle RCO for Π are defined as in Fig. 13.

B and C issue at most qv queries to their respective oracle RCO, return lists of size N + qv, and run
in about the time of A.

Exactly the same statement holds true for any FFC-VCA adversary A against Rig[Π,Range].

Proving the rigidity property FNRC-VCA corresponds to our analysis of non-rigid ciphertexts
before Definition 13: we bound the two cases, using computational rigidity and correctness. Both
reductions, however, need to simulate VCO for A. We thus provide them with range-checking oracle
RCO for the underlying PKE scheme and then use Lemma 1 below which states that these oracles
are interchangeable under the assumptions already made for this theorem. With this lemma, we also
immediately obtain the theorem’s statement about Rig converting FFC-RCA security into FFC-VCA
security.

Proof. Consider an FNRC-VCA adversary A against Rig[Π,Range], issuing at most qv queries to its
oracle VCO and returning a list of size N . We define two games G0, G1 in Fig. 12. Game G0 is the
original FNRC-VCA game against Rig[Π,Range]. Thus

Pr[GA
0 ⇒ 1] = AdvFNRC-VCA

Rig[Π,Range](A).

In game G1, we replace oracle VCO for Rig[Π,Range] with the range-checking oracle RCO for Π.
We now use Lemma 1 right below this proof, which upper-bounds how much differently an algorithm
would behave when having access to RCO instead of VCO. Since we can define such an algorithm
that either simulates G0 or G1, depending on whether its oracle is VCO or RCO, Lemma 1 yields
that there exist an FFC-RCA adversary Bqv and an FRFC adversary Cq against Π such that∣∣∣∣Pr[GA

0 ⇒ 1]− Pr[GA
1 ⇒ 1]

∣∣∣∣ ≤ AdvFFC-RCA
Π (Bqv ) + AdvFRFCΠ,Range (Cq) ,

issuing at most qv queries to their respective oracle RCO and outputting a list of size qv. It remains
to bound Pr[GA

1 ⇒ 1]. A wins iff its output list LA contains a non-rigid ciphertext c with respect
to Rig[Π,Range]. Per definition, this means that m′ := Dec′(sk′, c) ̸=⊥ and that Enc(pk,m′) ̸= c.
Since Dec′ did not return ⊥, we can conclude that m′ = Dec(sk, c) and that Range(pk, sk, c) = 1.
We again make a case distinction:

– c /∈ Enc(pk,M). In this case, c is a range-failing ciphertext for Range. We denote this event by
rgFAIL.

– c ∈ Enc(pk,M), meaning ∃m ∈M s.t. c = Enc(pk,m). Given that c is not rigid, it then must
hold that m′ ̸= m, as otherwise we would have Enc(pk,m′) = Enc(pk,m) = c. Hence c must be
an encryption exhibiting decryption failure w.r.t. Π.

We can thus bound the success probability of A in game G1 by distinguishing the cases rgFAIL
and ¬rgFAIL, and bounding the two cases by defining an FFC-RCA adversary BN against Π and
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VCO(c)

01 m′ := Dec(sk, c)
02 if m′ =⊥ or Range(pk, sk, c) = 0
03 return 0
04 else return 1

RCO(c)
05 return Jc ∈ Enc(pk,M)K

Fig. 13. Oracle VCO for Rig[Π,Range] and RCO for Π.

an FRFC adversary CN against (Π,Range), which simulate game G1 to A and forward A’s response
(which has size N) to their respective challenger.

Pr[GA
1 ⇒ 1] ≤ AdvFFC-RCA

Π (BN ) + AdvFRFCRange(CN ) .

Folding the two FFC-RCA adversaries BN and Bqv into one FFC-RCA adversary B and merging
the two FRFC adversaries CN and Cq into one FRFC adversary C proves the theorem’s statement. ⊓⊔

We just used (and will re-use) that oracle VCO for Rig-transformed schemes can always be
simulated simply using the range-checking oracle RCO for the underlying PKE scheme, provided
Range is good enough and that the underlying PKE scheme already satisfies FFC-RCA. We now
prove this:

Lemma 1. (VCO of Rig[Π,Range] simulatable by RCO of Π) Let Π be a deterministic PKE scheme,
and let Range be a range-checking algorithm. Furthermore, let RCO denote the range-checking oracle
for Π and let VCO denote the validity-checking oracle for Rig[Π,Range]. For any algorithm AO,
issuing at most q queries to oracle O, there exist an FFC-RCA adversary B against Π and an FRFC
adversary C against (Π,Range) such that∣∣∣∣Pr[z ← AVCO(pk)]− Pr[z ← ARCO(pk)]

∣∣∣∣ ≤ AdvFFC-RCA
Π (B) + AdvFRFCΠ,Range (C) .

B and C issue at most q queries to their respective oracles, output a list of size q, and run in about
the same time as A.

Proof. We recall the definitions of VCO and RCO in Fig. 13. A’s output distribution does not change
unless it issues an oracle query for which the responses of VCO and RCO differ. We thus now fix any
query c and distinguish the two cases in which VCO(c) ̸= RCO(c):

1. VCO(c) = 1, but RCO(c) = 0. Then Range(pk, sk, c) = 1, but c ̸∈ Enc(pk,M), c thus is a
range-failing ciphertext for (Π,Range).

2. VCO(c) = 0, but RCO(c) = 1. Then c ∈ Enc(pk,M) but either
(a) Dec′(sk′, c) =⊥, so c is an encryption exhibiting decryption failure; or
(b) Range(pk, sk, c) = 0, so c again is a range-failing ciphertext for (Π,Range).

We denote the event of a query on a range-failing ciphertext by rgFAIL, and of a query on an
encryption exhibiting decryption failure by decFAIL.∣∣Pr[z ← AVCO(pk)]− Pr[z ← ARCO(pk)]

∣∣ ≤ Pr[decFAIL] + Pr[rgFAIL] .

To bound Pr[rgFAIL], we now define an FRFC adversary D against (Π,Range): D forwards pk to
A and provides its own oracle RCO as A’s oracle. D adds each queried ciphertext to its output list
LD, which thus will be of size qv when A finishes. Since D wins if rgFAIL occurs,

Pr[rgFAIL] ≤ AdvFRFCRange(D).
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We can bound Pr[decFAIL] by defining an FFC-RCA adversary C against Π in exactly the same
way. Since C wins if decFAIL occurs,

Pr[decFAIL] ≤ AdvFFC-RCA
Π (C).

⊓⊔

We finish our preparations for combining Rig with U⊥m by showing sufficient conditions for Rig to
yield OW-VCA security.

Theorem 2. ( Π OW-RCA,FFC-RCA,FRFC =⇒ Rig[Π,Range]OW-VCA ) Let Π be a deterministic
PKE scheme, and Range be a range-checking algorithm. For any OW-VCA adversary A against
Π ′ := Rig[Π,Range] that issues at most qv queries to the validity checking oracle VCO, there exists
an OW-RCA adversary B, an FFC-RCA adversary C against Π, and an FRFC adversary D against
(Π,Range) such that

AdvOW-VCA
Rig[Π,Range](A) ≤ AdvOW-RCA

Π (B) + AdvFFC-RCA
Π (C) + AdvFRFCΠ,Range(D).

All adversaries make at most qv queries to their oracle RCO and the output lists of adversaries C
and D are of size at most qv.

Encryption does not differ for Π and Rig[Π,Range], any OW attacker against Rig[Π,Range] thus
is an OW attacker on Π. We only need to once more apply Lemma 1 to argue that we can again
replace oracle VCO for Rig[Π,Range] with oracle RCO for Π.

Proof. We prove the result via games G0 and G1. Since game G0 is the original OW-VCA game,

Pr[GA
0 → 1] = AdvOW-VCA

Rig[Π,Range](A).

GAMES G0-G1:
01 (pk, sk)← KeyGen()
02 m∗ ←$ M
03 c∗ := Enc(pk,m∗)

04 m′ ← AVCO′
(pk, c∗) �G0

05 m′ ← ARCO(pk, c∗) �G1

06 return Jm∗ = m′K

Fig. 14. Games G0-G1 for the proof of Theorem 2. Validity-checking oracle VCO′ for Rig[Π,Range] and
range-checking oracle RCO for Π again are defined as in Fig. 13.

In game G1, we again replace the oracle VCO′ for Rig[Π,Range] with the range-checking oracle
RCO for Π, again using Lemma 1, and obtain that there exist adversaries C and D, issuing at most
qv query to their respective oracle RCO and outputting a list of size qv, such that∣∣∣∣Pr[GAN

0 → 1]− Pr[GAN
1 → 1]

∣∣∣∣ ≤ AdvFFC-RCA
Π (C) + AdvFRFCΠ,Range (D) .

It remains to bound Pr
[
GA

1 → 1
]
, which we do by defining OW-RCA adversary B as follows: B

forwards its own challenge to A, simulates game G1 using its oracle RCO, and forwards A’s output
m′ to its own challenger. Since B perfectly simulates game G1 and wins if A wins,

Pr
[
GA

1 → 1
]
≤ AdvOW-RCA

Π (B).

⊓⊔
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Achieving the necessary properties for U̸⊥
m. To combine Rig with U ̸⊥m, we only require OW,

FNRC and FFC, which can be obtained from OW, FFC, and FRFC, without RCA. This follows im-
mediately from Thms. 1 and 2, setting qv to 0 and noticing that our reductions only need access to
RCO to simulate VCO.

Corollary 1. ( Π OW,FFC,FRFC =⇒ Rig[Π,Range] OW + FNRC + FFC) Let Π be a deter-
ministic PKE scheme, and Range be a range-checking algorithm. For any OW adversary A against
Rig[Π,Range], there exists an OW adversary B against Π such that

AdvOW
Rig[Π,Range](A) ≤ AdvOW

Π (B).

Additionally, for any FNRC adversary A against Rig[Π,Range] returning a list of size N , there exist
an FFC adversary B against Π and an FRFC adversary C against Range such that

AdvFNRCRig[Π,Range](A) ≤ AdvFFCΠ (B) + AdvFRFCRange (C) .

B and C run in about the time as A and return a list of the same size. Exactly the same statement
holds true for any FFC adversary A against Rig[Π,Range].

5.2 Combining Rig and U⊥
m yields IND-CCA secure KEMs

We now want to combine Rig with the PKE-to-KEM transformations U̸⊥m and U⊥m defined in Fig. 7
to obtain an IND-CCA secure KEM without re-encryption. We define these combinations, rgU̸⊥m :=
U ̸⊥m ◦ Rig and rgU⊥m := U⊥m ◦ Rig, in Definition 14 below. To prepare our security results for rgU̸⊥m
and rgU⊥m, we prove that Rig’s security properties are indeed sufficient for IND-CCA security of U̸⊥m
(Theorem 3) and U⊥m (Theorem 4). The main difference between our security proofs for U ̸⊥m and
U⊥m and previous ones [HHK17, Thms. 3.5, 3.6] is that we use computational notions instead of
statistical (correctness) and absolute (rigidity) ones. The milder requirements promise more efficient
implementations. We then adapt our reasoning to the QROM for U ̸⊥m with Theorem 6 and U⊥m
with Theorem 5. Finally, we combine our results about the two U-transforms with the results in
Section 5.1, obtaining corollaries with concrete IND-CCA-security bounds for rgU⊥m and rgU̸⊥m.

Definition 14 (Transformations rgU̸⊥m, rgU⊥m). To a deterministic public-key encryption scheme
Π = (KeyGen,Enc,Dec) with message space M, range-checking algorithm Range, and hash function
H : {0, 1}∗ → {0, 1}n, we associate

KEM ̸⊥,rgm := rgU̸⊥m[Π,H,Range]

:= U̸⊥m[Rig[Π,Range],H] = (KeyGen ̸⊥,Encaps,Decaps ̸⊥m)

KEM⊥,rgm := rgU⊥m[Π,H,Range]

:= U⊥m[Rig[Π,Range],H] = (KeyGen,Encaps,Decaps⊥m) .

Their constituting algorithms are given in Fig. 15.

U̸⊥
m: From OW and FNRC to IND-CCA in the ROM. We start by proving that Rig’s security

properties indeed suffice as conditions for U̸⊥m to be IND-CCA secure.

Theorem 3 (Π ′ FFC,FNRC,OW⇒ U̸⊥m [Π ′,H] IND-CCA). Let Π ′ be a deterministic PKE scheme,
and let H :M→ K be a random oracle that is not used by Π ′. For any IND-CCA adversary A against
KEM ̸⊥m := U̸⊥m[Π ′,H], issuing at most qD queries to the decapsulation oracle Decaps̸⊥m and at most
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KeyGen̸⊥

01 (pk, sk)← KeyGen
02 s←$ M
03 sk′ := (sk, s)
04 return (pk, sk′)

Encaps(pk)

05 m←$ M
06 c← Enc(pk,m)
07 K := H(m)
08 return (K, c)

Decaps̸⊥m(sk′, c) Decaps⊥m(sk, c)

09 Parse (sk, s) := sk′

10 m′ := Dec(sk, c)
11 if m′ = ⊥ or Range(pk, sk, c) = 0

12 return K := H(s, c)

13 return ⊥
14 else
15 return K := H(m′)

Fig. 15. ‘Implicit rejection’ range-checking KEM KEM̸⊥,rg
m = rgU ̸⊥

m[Π,H,Range] =
(KeyGen̸⊥,Encaps,Decaps ̸⊥m), and ‘explicit rejection’ range-checking KEM KEM⊥,rg

m = rgU⊥
m[Π,H,Range] =

(KeyGen,Encaps,Decaps⊥m), obtained from deterministic PKE scheme Π = (KeyGen,Enc,Dec).

qH queries to its random oracle H, there exists an OW adversary B, an FFC adversary C, and an
FNRC adversary D all against Π ′ such that

AdvIND-CCA
KEM̸⊥

m
(A) ≤ AdvOW

Π′ (B) +AdvFFCΠ′ (C) +AdvFNRCΠ′ (D) +
qH
|M| .

All adversaries’ runtime is similar to A’s, and C and D return size-(qH+qD) lists.

The proof proceeds mostly as the proof in [HHK17], except that we capture chosen-ciphertext attacks
with our computational notions - attacks exploiting non-rigid ciphertexts are captured via FNRC,
attacks exploiting failing ciphertexts are captured via FFC. (See game 2.)

Proof. Let A be an IND-CCA adversary against KEM ̸⊥m. We prove the result via the sequence of
games given in Fig. 16. Game G0. This game is the original IND-CCA game. Thus

AdvIND-CCA
KEM̸⊥

m
(A) =

∣∣Pr[GA
0 ⇒ 1]− 1/2

∣∣.
Game G1. To prepare a simulation of Decaps̸⊥m that does not need to make use of the secret key,
we make two modifications:

1. We raise flag QUERYs and abort if H(s) is queried.
2. We replace H(s, c) with H′(c) when Dec′(sk, c) =⊥ or Dec′(sk, c) = s. H′ is an independent

random oracle that cannot be accessed by A.

Unless QUERYs occurs, A’s view is identical in both games: let c be a query to Decaps̸⊥m such that
Dec′(sk, c) ∈ {s,⊥}. Since we are conditioning on ¬QUERYs, H(s, c) and H′(c) are random values
to A and A’s view is identical. Thus∣∣Pr[GA

0 ⇒ 1]− Pr[GA
1 ⇒ 1]

∣∣ ≤ Pr[QUERYs].

To bound Pr[QUERYs], we notice that s is an independent random value that is unknown to A.
Thus,

Pr[QUERYs] ≤
qH
|M| .

Game G2. We modify the oracle for Decaps̸⊥m such that it does not make use of the secret key
anymore. To upper-bound the difference between games G1 and G2, we introduce two events:
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GAMES G0-G2:
01 (pk, sk)← KeyGen′()
02 s←$ M
03 K∗

0 := H(m∗)
04 K∗

1 ←$ {0, 1}n
05 c∗ := Enc′(pk,m∗)
06 b←$ {0, 1}
07 b′ ← ADecaps̸⊥m,H(pk, c∗,K∗

b )
08 return Jb = b′K

Decaps ̸⊥m(c ̸= c∗): �G0-G1

09 m′ := Dec′(sk, c) �G0

10 if m′ =⊥
11 return K := H(s, c) �G0

12 return K := H′(c) �G1

13 if m′ = s �G1

14 return K := H′(c) �G1

15 return K := H(m′)

H(m)
16 if m = s �G1-G3

17 QUERY := true �G1-G3

18 abort �G1-G3

19 if m = m∗ and c∗ is defined �G3

20 CHAL := true �G3

21 abort �G3

22 if ∃K s. t. (m,K) ∈ LH

23 return K
24 K ←$ K
25 c′ := Enc′(pk,m) �G1-G3

26 if ∃K′ s. t. (c′,K′) ∈ LD �G1-G3

27 K := K′ �G1-G3

28 else
29 LD := LD ∪ {(c′,K)} �G1-G3

30 LH = LH ∪ {(m,K)}
31 return K

Decaps ̸⊥m(c ̸= c∗): �G2-G3

32 if ∃K s. t. (c,K) ∈ LD

33 return K
34 else
35 K ←$ K
36 LD := LD ∪ {(c,K)}
37 return K

Fig. 16. Games G0- G3 for the proof of Theorem 3.

– FAIL denotes the event that oracle Decaps̸⊥m was queried on a failing ciphertext, i.e, that LD

contains an entry (c,K) such that c does not decrypt to its originating plaintext, or oracle H was
queried on a failing plaintext, i.e., LH contains an entry (m,K) such that Dec′(sk,Enc′(pk,m)) ̸=
m .

– RIG denotes the event that oracle Decaps̸⊥m was queried on a non-rigid ciphertext, i.e., LD

contains an entry (c,K) such that Enc′(pk,Dec′(sk′, c)) ̸= c.

We now argue that A’s view is identical in both games unless one of those two events occurs:
assume ¬FAIL ∧ ¬RIG. We first fix a ciphertext c and compute m := Dec′(sk, c). If m ̸∈M, there
cannot be m′ ∈ M such that c := Enc′(pk,m′). (Otherwise, c would be an encryption exhibiting
decryption failure and thus triggering FAIL.) Thus, in both games Decaps̸⊥m(c) is an independent
random value. Thus, w.l.o.g. we can assume that Dec′(sk, c) ∈ M \ {s}. We check consistency,
distinguishing between the following two query patterns:

1. First query H on m and then Decaps̸⊥m on c. The adversary queries H on m. The oracle computes
c′ := Enc′(pk,m), which equals c since we assume ¬RIG. Since Decaps̸⊥m was not yet queried
on c, the oracle samples K ←$ K, adds the pair (c,K) to LD, adds the pair (m,K) to LH ,
and return K. Now the adversary queries Decaps̸⊥m on c. In game G1, Decaps̸⊥m decrypts and
returns K := H(m). In game G2, Decaps̸⊥m finds the pair (c,K) in LD and returns K (which
equals H(m) as (m,K) was added to LH).

2. First query Decaps̸⊥m on c and then H on m. In game G0, Decaps̸⊥m computes m = Dec′(sk, c)
and calls H on m. Since there were no previous query to H on m, the oracle samples K ←$ K, and
computes c′ := Enc′(pk,m), which again equals c since we assume ¬RIG. The oracle adds the
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B(pk, c∗):
01 K∗ ←$ K
02 b′ ← ADecaps̸⊥m,H(pk, c∗.K∗)
03 if ∃(m′,K′) ∈ LH s. t. Enc′(pk,m′) = c∗

04 return m′

05 else
06 abort

Fig. 17. Adversary B against OW security of Π ′, where Decaps ̸⊥m and H are defined as in game G2.

pair (c,K) to LD, adds the pair (m,K) to LH and returns K. In game G1, Decaps̸⊥m samples
K ←$ K, adds the pair (c,K) to LD, and returns K. Now the adversary queries H on m. The
oracle computes c′ := Enc′(pk,m) = c (since we assume ¬RIG). We know that ∃(c,K) ∈ LD, so
the oracle simply adds the pair (m,K) to LH and returns K.

We have just shown that the two games proceed identically unless one of the two events occurs.
Thus ∣∣Pr[GA

1 ⇒ 1]− Pr[GA
2 ⇒ 1]

∣∣ ≤ Pr[FAIL] + Pr[RIG].

We now bound Pr[RIG] with a reduction to the FFC security of Π ′. In this reduction, FFC
adversary C simulates game G2. Every time A queries Decaps̸⊥m on a ciphertext c, C adds this
ciphertext to its list LC . Every time A queries H on a message m, C computes Enc′(pk,m) and adds
the ciphertext to LC . When A finishes, LC will contain at most qH + qD ciphertexts. Since C wins
if RIG occurs,

Pr[RIG] ≤ AdvFFCΠ′ (C).

In a similar fashion, we bound Pr[FAIL] with a reduction to the FNRC security of Π ′. FNRC adversary
D proceeds exactly like C. Since D wins if FAIL occurs,

Pr[FAIL] ≤ AdvFNRCΠ′ (D).

Collecting the two bounds we get∣∣Pr[GA
1 ⇒ 1]− Pr[GA

2 ⇒ 1]
∣∣ ≤ AdvFFCΠ′ (C) + AdvFNRCΠ′ (D).

Game G3: We introduce an immediate abort on the event that A queries H on m∗. We denote this
event with CHAL. We have ∣∣Pr[GA

2 ⇒ 1]− Pr[GA
3 ⇒ 1]

∣∣ ≤ Pr[CHAL].

Before analyzing CHAL, we notice that in game G3, H(m∗) will not be given to A. Since the bit b
now is independent from A’s view,

Pr[GA
3 ⇒ 1] =

1

2
.

It remains to bound Pr[CHAL]. To this end, we construct an adversary B against the OW security
of Π ′ that simulates G2 in Fig. 17.

B’s simulation is perfect until CHAL occurs, in which case B wins.

Pr[CHAL] = AdvOW
Π′ (B).

Collecting the probabilities yields

AdvIND-CCA
KEM̸⊥

m
≤ qH
|M| + AdvFFCΠ′ (C) + AdvFNRCΠ′ (D) + AdvOW

Π′ (B).

⊓⊔
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U⊥
m: From OW-VCA and FNRC-VCA to IND-CCA in the ROM. We now prove that Rig’s

security properties also suffice for U⊥m. The proof again resembles its predecessor [HHK17, Thm.
3.5] up to using computational notions for chosen-ciphertext attacks. Our security requirements now
additionally involve access to validity checking VCO for the following reason: for U ̸⊥m, our reductions
could hide rejections of invalid ciphertexts with patching in a random oracle. This does not work for
U⊥m: U⊥m’s decapsulation explicitly rejects invalid ciphertexts by returning⊥. Providing our reductions
with VCO ensures that they can tell when they need to return ⊥.

Theorem 4. (Π ′ FFC-VCA,FNRC-VCA,OW-VCA ⇒ U⊥m [Π ′,H] IND-CCA) Let Π ′ be a determin-
istic PKE, and let H :M→ K a random oracle that is not used by Π ′. For any IND-CCA adversary
A against KEM⊥m := U⊥m[Π ′,H], issuing at most qD queries to the decapsulation oracle Decaps⊥m
and at most qH, queries to its random oracles H, there exists an OW-VCA adversary B against Π ′,
an FFC-VCA adversary C against Π ′, and an FNRC-VCA adversary D against Π ′ such that

AdvIND-CCA
KEM⊥

m
(A) ≤ AdvOW-VCA

Π′ (B) +AdvFFC-VCA
Π′ (C) +AdvFNRC-VCA

Π′ (D),

where all adversaries make at most qD queries to VCO, while C and D return lists of size qH + qD.

Proof. Let A be an IND-CCA adversary against KEM⊥m. We prove the result via the sequence of
games given in Fig. 18.

GAMES G0-G2:
01 (pk, sk′)← KeyGen′m()
02 m∗ ←$ M
03 K∗

0 := H(m∗)
04 K∗

1 ←$ {0, 1}n
05 c∗ := Enc′(pk,m∗)
06 b←$ {0, 1}
07 b′ ← ADecaps⊥m,H(pk, c∗,K∗

b )
08 return Jb = b′K

Decaps⊥m(c ̸= c∗):
09 if ∃K s. t. (c,K) ∈ LD �G1-G2

10 return K �G1-G2

11 m′ := Dec′(sk′, c) �G0

12 if m′ =⊥ �G0

13 if Dec′(sk′, c) ̸∈M �G1-G2

14 return ⊥
15 K := H(m′) �G0

16 K ←$ K �G1-G2

17 LD := LD ∪ {(c,K)} �G1-G2

18 return K

H(m):
19 if m = m∗ and c∗ is defined �G2

20 CHAL := true �G2

21 abort �G2

22 if ∃K s. t. (m,K) ∈ LH

23 return K
24 c′ := Enc′(pk,m) �G1-G2

25 if ∃K′ s. t. (c′,K′) ∈ LD �G1-G2

26 K := K′ �G1-G2

27 else
28 K ←$ K
29 LD := LD ∪ {(c′,K)} �G1-G2

30 LH = LH ∪ {(m,K)}
31 return K

Fig. 18. Games G0- G2 for the proof of Theorem 4.

Game G0. This game is the original IND-CCA game. Thus

AdvIND-CCA
KEM⊥

m
(A) =

∣∣∣∣Pr[GA
0 ⇒ 1]− 1

2

∣∣∣∣.
Game G1. In this game, we patch the two oracles such that
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1. They both use a new list LD that stores ciphertext-key pairs.
2. Decaps⊥m only uses the secret key in line 13 to test if decryption returns a message. (This step

can later be simulated, using the validity checking oracle VCO.)

To upper-bound the difference between games G0 and G1, we introduce two events:

– QUERYc denotes the event that oracle H was queried on a failing plaintext, i.e., the event that
LH contains an entry (m,K) such that Dec′(sk′,Enc′(pk,m)) ̸= m, or Decaps⊥m was queried
on a failing ciphertext.

– QUERYr denotes the event that oracle Decaps⊥m was queried on a non-rigid ciphertext, i.e.,
LD contains an entry (c,K) such that Enc′(pk,Dec′(sk′, c)) ̸= c.

We will now argue that the view of A is identical in games G0 and G1 unless one of those two events
occurs. To that end, we first fix a ciphertext c and compute m := Dec′(sk′, c). If m ̸∈M in both
games Decaps⊥m(c) =⊥. Thus, we can assume that m ∈ M. Checking the following two cases, it
can be shown that the views are identical:

1. First query H on m and then Decaps⊥m on c. In game G0, since the adversary didn’t query H
on m yet, the oracle samples K ←$ K, it adds the pair (m,K) to LH , and returns K. Now the
adversary queries Decaps⊥m on c. We know that m = Dec′(sk′, c), then Decaps⊥m calls H on m
and it returns K := H(m). In game G1, H computes c′ := Enc(pk,m). If c′ ̸= c, c is a non-rigid
ciphertext and when (c,K) is added to LD QUERYr occurs. If c′ = c, H samples K ←$ K,
it adds (c,K) to LD and (m,K) to lh, and it returns K := H(m). Now the adversary queries
Decaps⊥m on c. Since there is a pair (c,K) in LD, Decaps⊥m(c) = K.

2. First query Decaps⊥m on c and then H on m. In game G0, after computing m = Dec′(sk′, c), the
decapsulation oracle queries H on m. Since there are no previous queries on m, the oracle samples
K ←$ K, it adds (m,K) to LH and returns K := H(m). The query to H is trivial since we just
added (m,K) to LH . In game G1, the oracle checks if there are entries of the form (c′,K ′) in
LD. If such an entry exists it must be that ∃m′ ∈ M, m′ ̸= m, such that c := Enc(pk,m′).
This means that m′ triggers a decryption failure n, that is QUERYc occurs. If there are no such
entries, the decapsulation oracle samples K ←$ K, it adds the pair (c,K) to LD, and it returns
K. Now the adversary queries H on m. It computes c′ = Enc(pk,m). If c′ ̸= c, c is a non-rigid
ciphertext and QUERYr occurs. Otherwise, the pair (c,K) ∈ LD and H returns K.

We have just shown that the two games proceed identically unless one of the two events occurs.
Thus ∣∣∣∣Pr[GA

0 ⇒ 1]− Pr[GA
1 ⇒ 1]

∣∣∣∣ ≤ Pr[QUERYc] + Pr[QUERYr].

Let’s start to bound Pr[QUERYr] with a reduction to the FFC-VCA security of Π ′. In this reduction,
an FFC-VCA adversary C against Π ′ simulates game G1. Every time A queries Decaps⊥m on a
ciphertext c, C adds this ciphertext to its list LC . Instead, every time A queries H on a message m,
C computes Enc′ (pk,m) and adds the ciphertext to the list LC . The list LC will contain at most
qH + qD ciphertexts. In this way, we get

Pr[QUERYr] ≤ AdvFFC-VCA
Π′ (C).

In a similar fashion we want to bound Pr[QUERYc] with a reduction to the FNRC-VCA security
of Π ′. In this reduction, an FNRC-VCA adversary D against Π ′ simulates game G1. Every time A
queries Decaps⊥m on a ciphertext c, D adds this ciphertext to its list LC . Instead, every time A
queries H on a message m, D computes Enc′ (pk,m) and adds the ciphertext to the list LC . The list
LC will contain at most qH + qD ciphertexts. In this way, we get

Pr[QUERYc] ≤ AdvFNRC-VCA
Π′ (D).
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Collecting the two bounds we get

∣∣∣∣Pr[GA
0 ⇒ 1]− Pr[GA

1 ⇒ 1]

∣∣∣∣ ≤ AdvFFC-VCA
Π′ (C) + AdvFNRC-VCA

Π′ (D).

Game G2. In this game, described in Algorithm 18, we abort immediately on the event that A queries
H on m∗. We denote this event with CHAL. We have

∣∣∣∣Pr[GA
1 ⇒ 1]− Pr[GA

2 ⇒ 1]

∣∣∣∣ ≤ Pr[CHAL].

Before analyzing CHAL, we notice that in game G2, H(m∗) will not be given to A. This means that
the bit b is independent from A’s view. Hence

Pr[GA
2 ⇒ 1] =

1

2
.

It remains to bound Pr[CHAL]. To this end, we construct an adversary B against the OW-VCA
security of Π ′ simulating G2. The adversary is described in Algorithm 19.

BVCO(pk, c∗):
01 K∗ ←$ K
02 b′ ← ADecaps⊥m,H(pk, c∗.K∗)
03 if ∃(m′,K′) ∈ LH s. t. Enc′(pk,m′) = c∗

04 return m′

05 else
06 abort

Decaps⊥m(c ̸= c∗):
07 if ∃K such that (c,K) ∈ LD

08 return K
09 if VCO(c) = 0
10 return ⊥
11 K ←$ K
12 LD := LD ∪ {(c,K)}
13 return K

H(m):
14 if ∃K such that (m,K) ∈ LH

15 return K
16 c′ := Enc′(pk,m)
17 K ←$ K
18 if ∃K′ such that (c′,K′) ∈ LD

19 K := K′

20 else
21 LD := LD ∪ {(c′,K)}
22 LH = LH ∪ {(m,K)}
23 return K

Fig. 19. Adversary B against OW-VCA security of Π ′

We can observe that the simulation is perfect until CHAL occurs. The event that CHAL occurred
implies that A queried H(m∗), and hence, (m∗,K ′) ∈ LH for some K ′. Since Enc′ is deterministic,
we have that Enc′(pk,m∗) = c∗, and thus B returns m∗. This means that

Pr[CHAL] = AdvOW-VCA
Π′ (B).
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Collecting all probabilities we get

AdvIND-CCA
KEM⊥

m
=

∣∣∣∣Pr[GA
0 ⇒ 1]− 1

2

∣∣∣∣
≤

∣∣∣∣Pr[GA
0 ⇒ 1]− Pr[GA

1 ⇒ 1]

∣∣∣∣+ ∣∣∣∣Pr[GA
1 ⇒ 1]− 1

2

∣∣∣∣
≤ Pr[QUERY] +

∣∣∣∣Pr[GA
1 ⇒ 1]− 1

2

∣∣∣∣
≤ Pr[QUERY] +

∣∣∣∣Pr[GA
1 ⇒ 1]− Pr[GA

2 ⇒ 1]

∣∣∣∣+ ∣∣∣∣Pr[GA
2 ⇒ 1]− 1

2

∣∣∣∣
≤ Pr[QUERYc] + Pr[QUERYr] + Pr[CHAL]

≤ AdvFFC-VCA
Π′ (C) + AdvFNRC-VCA

Π′ (D) + AdvOW-VCA
Π′ (B).

⊓⊔

U⊥
m: From OW-VCA and FNRC-VCA to IND-CCA in the QROM. We now adapt Theorem 4

to the QROM.

Theorem 5. ( Π ′ OW-VCA,FNRC-VCA =⇒ U⊥m [Π ′,H] IND-CCA) Let Π ′ be a deterministic
PKE scheme that is ε-injective, and let H : M → K be a quantum-accessible random oracle that
is not used by Π ′. For any IND-CCA adversary A against KEM⊥m := U⊥m[Π ′,H], issuing at most qD
queries to the decapsulation oracle Decaps⊥m, there exists an OW-VCA adversary B and an FNRC
adversary D, both against Π ′, such that

AdvIND-CCA
KEM⊥

m
(A) ≤ 2

√
AdvOW-VCA

Π′ (B) +AdvFNRC-VCA
Π′ (D) + ε.

B and D issue at most qD many queries to their oracle VCO, and D returns a list of size qD.

On a high level, this proof redoes previous QROM proofs, up to dealing with rigidity. The core
steps of the proof are a), basing key indistinguishably on the passive security of Π ′ via double-sided
One-Way-To-Hiding [BHH+19, Lem. 5], and b), making Decaps⊥m simulatable without sk. For b),
we suitably adapt the idea of the classical proof (and previous QROM proofs) - we patch encryption
into the quantum-accessible oracle, meaning we replace oracle H with a simulation Hq(Enc

′(pk,−)).
We then can respond to decapsulation queries by simply returning Hq(c) in the case where VCO
permits the ciphertext as valid. This, however, only works if we rule out non-rigid ciphertexts and
public keys pk for which Enc′(pk,−) is non-injective.

Proof. We proceed via a sequence of games, working our way towards a simulation of Decaps⊥m
that only uses VCO instead of sk. To that end, we will first capture the aforementioned undesirable
events by introducing a third possible game outcome, called DRAW. DRAW is defined classically
and does not depend on H. It counts as neither a win nor a loss, but rather as half of a win. Using
DRAW, we can define the adversary’s score in game Gi as

wi := Pr[A wins in Gi] +
1

2
Pr[DRAW in Gi].

Game G0: this is the original IND-CCA game against KEM⊥m.
Game G1: We define DRAW as the union DRAW := INJ∨RIG of the following (classical) events:

– INJ denotes the event that a public key pk was chosen for which Enc′(pk,−) is non-injective.
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– RIG denotes the event that A queries Decaps⊥m on a non-rigid ciphertext, or that the challenge
ciphertext is non-rigid.

From now on, if DRAW occurs, the game proceeds until the end, but sets the outcome to DRAW.
For game counters i, we define di := Pr[DRAW in Gi]. Thus

|w0 − w1| =
1

2
d1 .

Game G2: As a second preparatory step, we now sample another random oracle Hq : C → K
which we will use to define a replacement H′ for H. We will not (yet) use H′ anywhere in the game,
however. Oracle H′ has the same domain and range as H, and is defined by

H′(m) := Hq(Enc
′(pk,m)) .

While we do not make any changes to the game and thus

w2 = w1 and d2 = d1 ,

we already note that H′ would constitute a random oracle unless DRAW occurs:

– each output is uniformly random because Hq is uniformly random.
– each output H′(m) is independent of any other output H′(m′) for m′ ̸= m because Enc′(pk,−)

is injective (or else the game is a draw).

In other words, if A wins in game 2, then H′ would also serve as a random oracle.
Game G3: We now replace H with H′ everywhere in the game, using Hq as an internal random

oracle which is used by the game, but not provided to A. In particular, this means that Decaps⊥m(c)
now responds with K := H′(m′) = Hq(Enc

′(pk,m′)), where m′ := Dec′(sk, c), whenever c does not
decrypt to ⊥. This also means that the challenge key K∗ is now set to Hq(c

∗), where c∗ is the
challenge ciphertext. This change does not affect the win or draw probabilities: we noted in G2 that
H′ still produces independent uniformly random value, unless the game already is a draw. Thus

w3 = w2 and d3 = d2 .

Since Hq is kept internal, we furthermore note that A only indirectly sees values of Hq, by posing
a classical query to Decaps⊥m, or by querying H′ on suitable plaintexts. This means that in the
adversary’s view, all ciphertexts outside of Enc′(pk,M) are removed from the domain of Hq since
no query to H′ could contain a base state c /∈ Enc′(pk,M).

Game G4: We now change Decaps⊥m(c) on valid ciphertexts, i.e., on all ciphertexts c such that
c does not decrypt to ⊥: instead of returning K := Hq(Enc

′(pk,m)), where m′ := Dec′(sk, c),
Decaps⊥m(c) now returns K := Hq(c). For any query c that is rigid, it holds that c = Enc′(pk,m′).
Thus, this change is only syntactical unless the game already is a draw. In conclusion, A’s view
does not change unless there’s a draw. Thus

w4 = w3 and d4 = d3 .

We note that Decaps⊥m can now be simulated without sk, as long as the simulator has access to
validity checking oracle VCO. Using this, we can now upper-bound the probability of getting DRAW
in game G4: we recall that

d4 = Pr[INJ ∨ RIG in game 4]
≤ Pr[INJ in game 4] + Pr[RIG in game 4]
≤ ε+ Pr[RIG in game 4] ;
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where the last step used that Π ′ is ε-injective. To upper-bound Pr[RIG in game 4], we define
FNRC-VCA adversary D against Π ′ as follows: D simulates game G4, using its oracle VCO to sim-
ulate Decaps⊥m, and efficiently simulates H′. D adds each of A’s queries to Decaps⊥m to its output
list. Since D perfectly simulates game G4 and wins if RIG occurs,

Pr[RIG in game 4] ≤ AdvFNRC-VCA
Π′ (D).

So far, we have shown that

AdvIND-CCA
KEM⊥

m
(A) ≤ w1 +

1

2
d1 ≤ w4 +

1

2
(ε+ AdvFNRC-VCA

Π′ (D) ;

it remains to bound w4. Game G5: We now decouple the challenge key K∗ from the random oracle:
if the challenge bit is 0, we replace K∗ = Hq(c

∗) with K∗ ←$ K. With this change, the challenge bit
is independent of A’s view and thus

w5 =
1

2
.

It remains to bound |w4−w5|. For this, we will now apply double-sided One-Way-To-Hiding Lemma 3,
using that we can view game 5 as a game where we reprogram Hq on the value c∗. Since we are
now only concerned with the winning probabilities, meaning we already ruled out a draw, we can
safely assume that no other message encrypts to c∗. So Hq(c

∗) can only be obtained by a random
oracle query containing the base state H′(m∗). We now define OW-VCA adversary B against Π ′

as the unwrapped version of the extractor given in , noting that B can simulate both Hq and the
reprogrammed Hq[c

∗ → $] since it knows the challenge ciphertext c∗. thus yields

|w4 − w5| ≤ 2

√
AdvOW-VCA

Π′ (B).

⊓⊔

U ̸⊥
m: From OW and FNRC to IND-CCA in the QROM. We now also adapt Theorem 3 to the

QROM.

Theorem 6. ( Π ′ OW,FNRC =⇒ U̸⊥m [Π ′,H] IND-CCA) Let Π ′ be a deterministic PKE scheme
that is ε-injective, and let H :M → K be a quantum-accessible random oracle that is not used by
Π ′. For any IND-CCA adversary A against KEM ̸⊥m := U ̸⊥m[Π ′,H], issuing at most qD queries to the
decapsulation oracle Decaps⊥m and qH many queries to H, there exists an OW adversary B, an
FNRC adversary D, and an FFC adversary D, all against Π ′, such that

AdvIND-CCA
KEM̸⊥

m
(A) ≤ 2

√
AdvOW

Π′ (B) +AdvFNRCΠ′ (C) +AdvFFCΠ′ (D) +
2qH√
|M|

+ ε.

C and D return a list of size qD.

The proof is an adaptation of the previous one. The only difference is that Decaps ̸⊥m returns
H(s, c) instead of ⊥ when queried on a ciphertext c for which VCO(c) = 0. This allows to adapt our
simulations in a way such that our reductions do not need to distinguish between valid and invalid
ciphertexts, thus they do not need access to VCO. This adaptation, however, requires to capture
decryption failures, which explains the additional FFC-term, and using that the rejection seed s was
chosen from a sufficiently large search space.
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Proof. We will use games 0 to 4 that are quite similar to the ones in the QROM proof for U⊥m
(Theorem 5), except that

– in game 0, when queried on a ciphertext c s.th. Dec′(c) =⊥, oracle Decaps̸⊥m of course responds
with H(s, c), not with ⊥; we will call such ciphertexts invalid ciphertexts in the following; that

– we now add a case to the game outcome DRAW by defining DRAW := INJ∨RIG∨FAIL, where
the additional flag FAIL denotes the event that A queries Decaps̸⊥m on a ciphertext that fails
to decrypt; and that

– we insert an intermediate game G0.5 between games G0 and G1 in which we do an additional
preparatory change.

Game G0.5: The preparatory change in game G0.5 is as follows: we pick an independent random
oracle H′′ and change Decaps̸⊥m such that it responds with H′′(c) instead of H(s, c) when queried on
an invalid ciphertext c. Due to [SXY18, Lemma 2.2] which we will recall below the proof, we know
that

|w0 − w0.5| ≤
2qH√
|M|

and thus
|w0 − w1| ≤

1

2
d1 +

2qH√
|M|

.

Games G1-G4: In the proof of U⊥m, the changes until game 4 only changed the random oracle H

to H′ = Hq(Enc
′(−)) and the way how Decaps⊥m responded to valid ciphertexts c, by now returning

Hq(c). The games did not change the way how Decaps⊥m responded to invalid ciphertexts, it kept
on returning ⊥. After game G0.5, we now make exactly the same changes as in the proof for U⊥m, up
to game 4, except that Decaps̸⊥m(c) now instead will keep on responding to invalid ciphertexts with
H′′(c), not ⊥. Using the same reasoning as in the proof of Theorem 5, we get

AdvIND-CCA
KEM̸⊥

m
(A) ≤ w4 +

1

2
d4 +

2qH√
|M|

.

At that point, Decaps̸⊥m is defined as follows:

Decaps̸⊥m(c) =

{
Hq(c) Dec′(c) ̸=⊥
H′′(c) Dec′(c) =⊥

Game G4.5: Before we bound the winning and draw probabilities, we make one last step that
allows us to simulate Decaps̸⊥m without using sk or a VCO. The change is that Decaps̸⊥m(c) will
now always respond with Hq(c), regardless of whether c is valid or not. This does not change A’s
view unless the game is a draw:

– If c does not lie in the range of Enc′, then Hq(c) is an independent value which A cannot access
via its random oracle queries to H′ = Hq(Enc

′(−)), so we simply replaced one pseudo-random
value with another.

– If c does lie in the range of Enc′, then Decaps̸⊥m would have responded with Hq(c) anyways
except when c is invalid, meaning A queried a failing ciphertext and the game is a draw.

w4 = w4.5 and d4 = d4.5 .

After this, we perform the same change and analysis like in game 5 of Theorem 5: we decouple the
challenge key K∗ from the random oracle and use double-sided OWTH to argue that the difference in
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the winning probabilities can be bounded by the success probability of an OW adversary B. (B does
not need access to VCO since there is no distinction anymore between valid and invalid ciphertexts,
unless there is a draw.)

w5 =
1

2
and |w4.5 − w5| ≤ 2

√
AdvOW-VCA

Π′ (B) .

It remains to upper-bound d4.5, which we do in a similar fashion to bounding d4 in the proof
of Theorem 5. Using the reasoning in that proof, we get

d4.5 ≤ ε+ AdvFNRCΠ′ (C) + Pr[FAIL in game 4.5] ,

where C again does not need access to VCO.
It remains to upper-bound Pr[FAIL in game 4.5], for which we define FFC adversary D that

behaves exactly like C. Since C wins if FAIL occurs,

Pr[FAIL in game 4.5] ≤ AdvFFCΠ′ (D) .

⊓⊔
During the proof of Theorem 5 and Theorem 6 we used the following two results.

Lemma 2. [SXY18, Lemma 2.2] Let ℓ be an integer. Let H : {0, 1}ℓ ×X → Y and H′ : X → Y be
two independent random oracles. If an unbounded time quantum adversary A makes query to H at
most qH times, then we have∣∣∣∣Pr [AH,H(s,·)()→ 1|s← {0, 1}ℓ

]
− Pr

[
AH,H′

()→ 1
]∣∣∣∣ ≤ 2qH · 2−ℓ/2,

where all oracle accesses of A can be quantum.

Lemma 3. Double-sided OWTH, [BHH+19, Lemma 5] Let G, H : X → Y be two random functions,
let z be a random value, and let S ⊂ X be a random set such that ∀x ̸∈ S, G(x) = H(x). (G,H, S, z)
may have arbitrary joint distributions. Let AH be a quantum oracle algorithm. Let f : X → W ⊆
{0, 1}n be any function, and let f(S) denote the image of S under f . Let Ev be an arbitrary classical
event.

We will define another quantum oracle algorithm BG,H(z). This B runs in about the same amount
of time as A, but when A queries H, B queries both G and H, and also runs f twice. Let

Pleft := Pr
[
Ev : AH(z)

]
, Pright := Pr

[
Ev : AG(z)

]
, Pextr := Pr

[
BG,H(z) ∈ f(S)

]
.

If f(S) = {w∗} is a single element, then B will only return ⊥ or w∗, and furthermore

|Pleft − Pright| ≤ 2
√
Pextr and

∣∣∣√Pleft −
√
Pright

∣∣∣ ≤ 2
√
Pextr.

Final bounds for the resulting KEMs. Here we combine the results obtained so far to describe
concrete bounds for the transformations rgU̸⊥m and rgU⊥m.

Corollary 2. ( Π OW,FFC,FRFC =⇒ rgU̸⊥m[Π,Range,H] IND-CCA) Let Π be a deterministic
scheme, Range be a range-checking algorithm, and H : M → K be a random oracle. For every
IND-CCA adversary A against KEM ̸⊥,rgm issuing at most qD queries to its decapsulation oracle and
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at most qH queries to the random oracle H, there exist an OW adversary B and an FFC adversary
C against Π, and an FRFC adversary D against (Π,Range) such that

AdvIND-CCA
KEM̸⊥,rg

m
(A) ≤ AdvOW

Π (B) + AdvFFCΠ (C) + AdvFRFCΠ,Range(D) + qH/|M|, (10)

where all adversaries run in about the time of A, D issues at most qD queries to RCO, C and D
return lists of size qD + qH .

The proof is just the combination of Corollary 1 and Theorem 3.

Corollary 3. ( Π OW-RCA,FFC-RCA,FRFC =⇒ rgU⊥m[Π,Range,H] IND-CCA) Let Π be a de-
terministic scheme, Range be a range-checking algorithm, and H : M → K be a random oracle.
For every IND-CCA adversary A against KEM⊥,rgm issuing at most qD queries to its decapsulation
oracle and at most qH queries to the random oracle H, there exist an OW-RCA adversary B and an
FFC-RCA adversary C against Π, and an FRFC adversary D against (Π,Range) such that

AdvIND-CCA
KEM⊥,rg

m
(A) ≤ AdvOW-RCA

Π (B) + AdvFFC-RCA
Π (C) + AdvFRFCΠ,Range(D). (11)

All adversaries run in about the time of A, B issues at most qD queries to RCO, C and D issue at
most 3qD queries to RCO and return lists of size 5qD + 2qH .

The proof is just the combination of Theorem 1, Theorem 2 and Theorem 4.

5.3 Result for probabilistic schemes - the Der transform

So far, we only considered deterministic PKE schemes. For probabilistic schemes, we now revisit
derandomization transformations. It was observed in [BP18] that the derandomizing T-transform
– which was defined in [HHK17] and was used as a pre-transform by probabilistic NIST proposals
– can be decomposed into a pure derandomization step, called Der in [BP18], and an additional
transform that includes re-encryption into the decryption algorithm. It is thus natural to replace
re-encryption in T with a range check, i.e., to combine Der and Rig.

Definition 15 (Transformation Der). To probabilistic PKE scheme Π = (KeyGen,Enc,Dec) and
random oracle G :M→ R, we associate

Πder = Der[Π,G] := (KeyGen,Encder,Dec),

where we define Encder by Encder(pk,m) := Enc(pk,m;G(m)).

To prepare the combination with Rig, we now show that Der achieves the necessary properties.
Collecting the respective results, we then obtain the result (Cor. 4) for the combined transformations
FO ̸⊥,rgm := rgU̸⊥m ◦ Der and FO⊥,rgm := rgU⊥m ◦ Der that are formally defined in Definition 16 below.

Lemma 4. ( Π OW =⇒ Der[Π,G] OW-RCA) Let Π = (KeyGen,Enc,Dec) be a γ-spread PKE and
G : M → R be a random oracle. For any OW-RCA adversary A against Der[Π,G] that issues at
most qG queries to G and at most qR queries to the range checking oracle RCO, there exists an OW
adversary B against Π such that

AdvOW-RCA
Der[Π,G](A) ≤ (qG + 1)AdvOW

Π (B) + qR · 2−γ (12)

The proof essentially redoes the proof for the T-transform in [HHK17]. Its main idea is as follows:
without querying the oracle to receive the correct randomness for a message, the attacker can only
guess it s valid encryption, which happens with probability 2−γ if the scheme is γ-spread. Checking
previous random oracle queries thus allows to sufficiently closely simulate RCO.
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GAMES G0-G2:
01 (pk, sk)← KeyGen()
02 m∗ ←$ M
03 c∗ := Encder(pk,m

∗)
04 m′ ← ARCO,G(pk, c∗)
05 return Jm∗ = m′K

RCO(c)
06 return Jc ∈ Encder(pk,M)K �G0

07 if ∃(m, r) ∈ L s.t. Enc(pk,m; r) = c �G1

08 return 1 �G1

09 else �G1

10 return 0 �G1

G(m):
11 if ∃r s.t. (m, r) ∈ L
12 return r
13 if m = m∗ �G2

14 QUERY := true �G2

15 abort �G2

16 else
17 r ←$ R
18 L = L ∪ {(m, r)}
19 return r

Fig. 20. Games G0- G2 for the proof of Lemma 4.

Proof. We prove the result via the sequence of games in Fig. 20. Game G0 is the original OW-RCA
game. So

Pr[GA
0 → 1] = AdvOW-RCA

Der[Π,G](A).

In game G1 we modify the range checking oracle RCO such that can be now simulated by using
previous queries to the random oracle. We have to bound∣∣Pr[GA

0 → 1]− Pr[GA
1 → 1]

∣∣.
Let’s observe that if A queries RCO on a ciphertext that is the encryption of a message already
queried to G, the simulation is perfect. The simulation fails if A queries RCO on a ciphertext c that
is not the image of the messages queried to G. This happens with probability ≤ 2−γ . Thus∣∣Pr[GA

0 → 1]− Pr[GA
1 → 1]

∣∣ ≤ qR · 2−γ .

In game G2 we add a flag QUERY and abort if it occurs. Since the two games only differ if QUERY
occurs, we have ∣∣Pr[GA

1 → 1]− Pr[GA
2 → 1]

∣∣ ≤ Pr[QUERY].

We bound Pr[GA
2 → 1]. We define an OW adversary B1 against Π as follows: after receiving its

challenge ciphertext c∗, B1 simulates game G2 for A using the same ciphertext as challenge. Thus

Pr[GA
2 → 1] ≤ AdvOW

Π (B1).

It remains to bound Pr[QUERY]. To do so, we can define an OW adversary B2 against Π. It takes
as input (pk, c∗), where c∗ ← Enc(pk,m∗), simulates game G2 for A. If QUERY occurs there is an
entry of the form (m∗, ·) in L . Thus, we get

Pr[QUERY] ≤ qG · AdvOW
Π (B2).

Folding B1 and B2 into one OW adversary B and collecting all the bounds, we get Eq. (12). ⊓⊔

A failing ciphertext for Der[Π,G] is also failing for Π, yielding the following.

Lemma 5. ( Π FFC =⇒ Der[Π,G] FFC-RCA) Given a γ-spread PKE Π = (KeyGen,Enc,Dec) and
a random oracle G :M → R, for any FFC-RCA adversary A against Der[Π,G] issuing at most qG
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queries to G and at most qR queries to the range checking oracle RCO, and return a list of size N ,
there exists an FFC adversary B against Π such that

AdvFFC-RCA
Der[Π,G] (A) ≤ AdvFFCΠ (B) + qR · 2−γ ,

where B returns a list of size N .

Definition 16 (Transformations FO ̸⊥,rgm , FO⊥,rgm ). To a probabilistic public-key encryption scheme
Π = (KeyGen,Enc,Dec) with message space M, hash function G : {0, 1}∗ → {0, 1}n, range-checking
algorithm Range for Der[Π,G], and hash function H : {0, 1}∗ → {0, 1}n, we associate

KEM ̸⊥,rgm := FO ̸⊥,rgm [Π,G,H,Range]

:= U̸⊥m[Rig[Der[Π,G],Range],H] = (KeyGen ̸⊥,Encaps,Decaps ̸⊥m)

KEM⊥,rgm := FO⊥,rgm [Π,G,H,Range]

:= U⊥m[Rig[Der[Π,G],Range],H] = (KeyGen,Encaps,Decaps⊥m) .

Their constituting algorithms are the same as those in Fig. 15, except that during encapsulation we
use Encder instead of Enc.

Combining these two results with Corollary 3 we get

Corollary 4. (Π OW,FFC,FRFC =⇒ FO⊥,rgm [Π,G,H,Range] IND-CCA ) Given a γ-spread PKE
Π = (KeyGen,Enc,Dec), random oracles G,H :M → R and a range-checking algorithm Range for
the derandomized scheme Der[Π,G]. For every IND-CCA adversary A against KEM⊥,rgm issuing at
most qD queries to its decapsulation oracle and at most qG (qH) queries to the random oracle G
(H), there exist an OW adversary B and an FFC adversary C against Π, and an FRFC adversary D
against (Der[Π,G],Range) such that

AdvIND-CCA
KEM⊥,rg

m
(A) ≤ (qG + 1)AdvOW

Π (B) + AdvFFCΠ (C) + AdvFRFCDer[Π,G],Range(D) + qD · 2−γ+1, (13)

where all adversaries run in about the time of A, D issues at most 3qD queries to RCO, C and D
return lists of size 5qD + 2qH .

While combining them with Corollary 2 we get

Corollary 5. (Π OW,FFC FRFC =⇒ FO ̸⊥,rgm [Π,G,H,Range] IND-CCA ) Given a PKE Π =
(KeyGen,Enc,Dec), random oracles G,H :M → R, and a range-checking algorithm Range for the
derandomized scheme Der[Π,G]. For every IND-CCA adversary A against KEM ̸⊥,rgm issuing at most
qD queries to its decapsulation oracle and at most qG (resp. qH) queries to the random oracle G (resp.
H), there exist an OW adversary B and an FFC adversary C against Π, and an FRFC adversary D
against (Der[Π,G],Range) such that

AdvIND-CCA
KEM̸⊥,rg

m
(A) ≤ (qG + 1)AdvOW

Π (B) + AdvFFCΠ (C) + AdvFRFCDer[Π,G],Range(D) +
qH
|M| , (14)

where all adversaries run in about the time of A, D issues at most qD queries to RCO, C and D
return lists of size qD + qH .

6 Implementing range checks

In Section 5, we introduced range-checking algorithms and proved that good range checks can provide
rigidity. We also stated in the introduction that NTRU and McEliece allow for range checks without
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RangeMcEliece(sk, c):
01 m′ := Dec(sk, c)
02 if Ppriv(sk, c,m

′) = false
03 return 0
04 else return 1

RangeNTRU(sk, c):
05 if Ppub(c) = false
06 return 0
07 (m′, r′) := Dec(sk, c)
08 if Ppriv(m

′, r′) = false
09 return 0
10 else return 1

Fig. 21. Range-checking implementations in McEliece (left) and NTRU (right).

re-encryption. Here we discuss how well range checks can be implemented. When doing so, we will
want to distinguish between schemes that are deterministic and schemes that go through Der.

Deterministic schemes: NTRU and McEliece. In the former case, we use NTRU and McEliece
as examples. Indeed, in [Ber24, Sec.8.3], the author defines a condition that can serve as a range check:
we will formalize the condition as a predicate Ppriv(c,m, sk). The predicate Ppriv(c,m

′, sk), where
m′ := Dec(sk, c), equals 1 iff the ciphertext lies in the encryption range. With this identification,
we can define the range-checking algorithm in McEliece as in Fig. 21. Since the predicate describes
a condition that is equivalent to the ciphertext lying in the encryption range, this range-checking
algorithm is perfect, i.e Range(sk, c) = RCO(c) for every ciphertext c ∈ C, hence the FRFC term will
vanish. (As does the FFC term since the scheme is perfectly correct.)

For NTRU, the algorithms implicitly contain a range-check ing algorithm using a public predi-
cate Ppub(c) and a private predicate Ppriv(m, r), where c is a ciphertext, m is a message, and r is
randomness used in the encryption algorithm. A high-level description of their range check is given
in Fig. 21. Both implementations, however, heavily rely on the algebraic structure that make up the
scheme.

Probabilistic schemes. For a probabilistic PKE Π the situation is a bit different. Indeed, we show
that any sufficiently good implementation of Range for Der[Π,G], on input c, has to query G on
m′ = Dec(sk, c). Clearly, however, this is not necessary when c is not even in the range of Π. We
therefore prove that for all ciphertexts in the range of Π, Range has to query G on m′ to decide
whether c is in the range of Encder.

Proposition 1. Let Π = (KeyGen,Enc,Dec) be a PKE scheme with no deterministic ciphertexts,
i.e., Prc←Enc(m)[c = c0] < 1 for all m ∈M and c0 ∈ C. Let G :M → R be a random oracle and
RangeG be a range-check ing algorithm for the derandomized scheme Der[Π,G]. Given a message
m∗ ∈M and an encryption randomness r∗ ∈ R, we let c∗ := Enc(pk,m∗; r∗), and define QUERY
as the event that RangeG on input (pk, sk, c∗) queries G on m∗. If (Der[Π,G],RangeG) are ε-FRFC
secure, then

Pr[QUERY] ≥ 1− ε, (15)

where the probability is over the randomness of G and the coins of RangeG.

Proof. Intuitively, the idea is to show that if QUERY does not occur, then we can build an FRFC
adversary against Range with substantial advantage.

We set β := Pr[QUERY]. We prove the statement conditioned on r∗ ̸= G(m∗), the proof for
r∗ = G(m) is identical with the roles of G and G′ swapped. We define a new oracle G′ as follows:

G′(m) =

{
r∗ if m = m∗

G(m) otherwise.
,
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We want to compare the following two outputs

b(r) = RangeG(pk, sk, c∗; r), b′(r) = RangeG
′
(pk, sk, c∗; r),

where we have made the randomness r of Range explicit. c∗ is not in the range of the derandomized
scheme Der[Π,G′]. Thus, if the two bits agree, at least one of the two is wrong. We build the
following FRFC adversary A against (Der[Π,G],RangeG). The adversary uses m∗ to compute c∗ :=
Enc(pk,m∗; r∗) and c′ := Enc(pk,m∗;G(m∗)). Now it outputs the list {c∗, c′}. The FRFC advantage
of A is

ε ≥ AdvFRFCRangeG(A) := Pr[FRFCRangeG(A)→ 1]

= Pr[RangeG(pk, sk, c∗; r) ̸= RCO(c∗) ∨ RangeG(pk, sk, c′; r) ̸= RCO(c′)]

= Pr[RangeG(pk, sk, c∗; r) ̸= 0 ∨ RangeG(pk, sk, c′; r) ̸= 1]

= Pr[b = 1 ∨ b′ = 0] (16)

By assumption, (Der[Π,G],RangeG) is ε-FRFC secure, so every adversary against has advantage at
most ε. On the other hand, ¬QUERY ⇒ b = b′. Thus, we get

Pr[QUERY] = 1− Pr[¬QUERY]

= 1− Pr[¬QUERY ∧ b = b′]

≥ 1− Pr[b = b′]

≥ 1− Pr[b = 1 ∨ b′ = 0]

≥ 1− ε.

In the last line, we have used Eq. (16). ⊓⊔

Unavoidability of randomness re-computation. It is thus impossible to implement a sufficiently
secure range check Range for Der[Π,G] that does not evaluate G on the plaintext. Assuming OW se-
curity, the secret key is thus necessary for the range check. We note that it is exactly the computation
G(m) as part of Decaps that has been the most popular target of published side-channel attacks.
Proposition 1 thus shows that this side-channel attack surface is unavoidable when constructing
KEMs from Der[Π,G] and a range check.

Other proposals for range checks. We consider other proposals for re-encryption replacements,
and discuss their performance as Range to achieve FRFC-security.

1. Randomness check. Consider a randomized PKE Π = (KeyGen,Enc,Dec). We define Π ′ =
(KeyGen,Enc′,Dec) by Enc′(pk,m; r) = (c = Enc(pk,m; r), r). Then, for Der[Π ′,G], Range(sk, c)
checks if r = G(Dec(sk, c)). Clearly, this approach is not secure for PKE where the randomness
must be kept secret (like LWE-based schemes), and Range fails when c is a failing ciphertext.
But even for PKE Π with public encryption randomness, Π ′ together with Range is not FRFC
secure in general: If Π is a scheme modified as in the attack in [BP18] (See Section 3), then
the introduced non-rigidity is inherited by Π ′ and survives an application of Rig with RangeG.
As the key recovery attacks described in Section 3 are against schemes that require keeping the
encryption randomness secret, they trivially cannot be prevented using this technique, either.

2. Key confirmation. Consider a randomized PKE Π = (KeyGen,Enc,Dec). We define Π ′ = (KeyGen,Enc′,Dec)

where Enc′(sk,m; r) = (c = Enc(pk,m; r), d = H(m)). Then, for Der[Π ′,G], Range(sk, c) checks
if d = H(Dec(sk, c)). By Proposition 1, this cannot be secure, as Range only queries H and not
G on the decrypted message.
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3. NIZK. A very different approach to avoiding side-channel vulnerabilities was proposed in [ABH+22,
Page 17]. The proposal is to prove the correctness of the randomness in zero knowledge (ZK). For
a PKE Π and a noninteractive zero-knowledge proof (NIZK) system Ξ, define a variant Π ′ =
(KeyGen′,Enc′,Dec′) of Der[Π,G] as follows. KeyGen′ runs KeyGen, generates any common refer-
ence string s for Ξ and appends s to both sk and pk. Now Enc′der(pk,m) = (c = Encder(pk,m), π),
where π is a NIZK for the statement “there exists m such that Enc(pk,m;G(m)) = c”. Dec′ just
ignores the second part of the ciphertext and applies Dec.5 The proposal for a Range algorithm
(that only needs public key and ciphertext as an input!) is just the verification algorithm V G

of the NIZK. It is well-known that ZK and random oracles do not interact well (see e.g. the
discussions in [BMSZ20, Page 3] and [GKO+23, Page 6]). Concretely, Proposition 1 implies that
V G has to query m on input pk, c, π. This implies that Π ′ cannot be OW-secure: An attacker
can just run V G on the challenge ciphertext, record a list of query inputs to G and output a
random element of that list. By Proposition 1, the challenge plaintext must be in the list (unless
a decryption failure occurred), so the attacker recovers it with good probability.

5 This proposal is not described in detail in [ABH+22]. We are pretty confident that our description matches
what the authors of that work had in mind, but cannot be sure.
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