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Abstract. In this paper, we propose some improved quantum circuits
to implement the Sbox of AES. Our improved quantum circuits are based
on the following strategies. First, we try to find the minimum set of the
intermediate variables that can be used to compute the 8-bit output
of the Sbox. Second, we check whether some wires store intermediate
variables and remain idle until the end. And we can reduce the number
of qubit by reusing some certain wires. Third, we try to compute the
output of the Sbox without ancillas qubits, because we do not need to
be clean up the wires storing the output of the Sbox. This operation
will reduce the number of Toffoli gates. Our first quantum circuit only
needs 26 qubits and 46 Toffoli gates, while quantum circuit proposed by
Langenberg et al. required 32 qubits and 55 Toffoli gates. Furthermore,
we can also construct our second quantum circuit with 22 qubits and 60
Toffoli gates.
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1 Introduction

Post-quantum cryptography studies the security of cryptographic systems against
quantum attackers. Due to the rapid development of quantum computer, many
cryptographic schemes have been found out to be insecure in quantum com-
puting. Asymmetric cryptographic primitives encounter devastating attacks due
to Shor’s algorithm [1]. In contrast to asymmetric cryptographic, the impact
of quantum computing on secret-key cryptography is is not so clear. It’s well
known that Grover’s algorithm [2] will solve the problem of finding keys with
quadratic speed-up, i.e. O(2n/2). It is worth realizing such attack so as to obtain
the precise resource estimate for implementing Grover’s algorithm.

There are some research on how to implement quantum circuits of AES and
its Sbox. In [3], Grassl et al. proposed a quantum circuit for the Sbox of AES
with 40 qubits, 512 Toffoli, 469 CNOT, and 4 NOT gates. In addition, they [3]



also proposed a quantum circuit for Sbox with 9 qubits, 1385 Toffoli plus 1551
CNOT or NOT gates. Compare with their first construction, this circuit should
need more Toffoli gates so as to use only one ancilla qubit. Almazrooie et al. in
[4] also presented a quantum circuit for the Sbox with 56 qubits and 448 Toffoli
gates. In [5], Kim et al. presented an improved quantum circuit for the Sbox
with 40 qubits and 448 Toffoli gates. Saravanan and Kalpana in [6] proposed a
quantum circuit for Sbox with 35 Toffoli, 152 CNOT, and 4 NOT gates, which
required dozens of garbage outputs qubits. By utilizing the algebraic structure
of the Sbox [7], Langenberg et al. [8] proposed a quantum circuit for Sbox with
32 qubits, 55 Toffoli, 314 CNOT, and 4 NOT gates.

In this paper, we try to construct some improved quantum circuits for the
Sbox of AES. Since the cost of Toffoli gate is more expensive than the gates
in Clifford group, our primary objective is to reduce the number of qubit and
Toffoli gates in this paper. Our results are summarized in Table 1.

Table 1. Comparison of circuit designs for the Sbox of AES

Number of qubits Number of Toffoli gate Source

40 512 [3]

9 1385 [3]

56 448 [4]

40 448 [5]

32 55 [8]

26 46 Section 3

22 60 Appendix B

Organization. This paper is organized as follows. In Section 2, we make a
brief introduction to the structure of the Sbox of AES. Section 3 show our new
techniques for constructing the improved quantum circuits for Sbox. Section 4
concludes this paper.

2 AES algorithm

The round function of AES consists of the following four operations:

1. AddRoundKey: The AddRoundKey operation xor the round key to the state.

2. SubBytes: The SubBytes transformation applies the Sbox operation to each
8-bit cell of the state.

3. ShiftRows: The ShiftRows transformation cyclically rotates the cells of the
i-th row leftward by shift vector.

4. MixColumns: In the MixColumns operation, each column of the state is
multiplied by an MDS matrix.



Since we just consider how to obtain some improved quantum circuits for the
Sbox of AES, we just omit the left three operations of AES. For a full description
of AES, please refer to [9].

2.1 The Sbox of AES

There are several ways to implement Sbox. On the one hand, we can implement
Sbox as a look-up table. On the other hand, if we treat an input byte as an
element b ∈ GF (2)[x]/(x8 + x4 + x3 + x + 1), then the 8-bit output of Sbox
(s0, s1, · · · , s7) can be realized by computing multiplicative inverse of b followed
by affine transformations. Define b′ as b−1, then (s0, s1, · · · , s7)T = M ·b′T +CT ,
where CT = [1, 1, 0, 0, 0, 1, 1, 0] and

M =



1 0 0 0 1 1 1 1

1 1 0 0 0 1 1 1

1 1 1 0 0 0 1 1

1 1 1 1 0 0 0 1

1 1 1 1 1 0 0 0

0 1 1 1 1 1 0 0

0 0 1 1 1 1 1 0

0 0 0 1 1 1 1 1


(1)

2.2 The algebraic structure of the Sbox of AES

In [7], Boyar and Peralta proposed a low-depth circuit for the Sbox in AES with
only 34 AND gates. It is easy to construct a quantum circuit with 68 Toffoli
gates combining Bennett’s method [10] with Boyar and Peralta’s work. In [8],
Langenberg et al. constructed their quantum circuit by utilizing the algebraic
structure of the Sbox proposed by Boyar and Peralta [7]. In detail, their proposed
a quantum circuit of the of Sbox AES with 32 qubits, 55 Toffoli, 314 CNOT, and
4 NOT gates. Since we try to improve their quantum circuit of the Sbox, we also
focus on the work proposed by Boyar and Peralta [7]. However, our techniques
can also be applied to other constructions of the Sbox of AES, i.e. the other
work proposed by Boyar and Peralta [11].

In [7], Boyar and Peralta observed the Sbox of AES could be represented as
S(x) = B ·F (U · x), where matrices B ∈ F 8×18

2 , U ∈ F 22×8
2 , and F : F 22

2 → F 18
2

is a non-linear function. The B, U and F are presented as follows.

The matrix B ∈ F 8×18
2 takes x0, x1, · · · , x7 as input, and outputs x7, y1, · · · , y21,

which are inputs to the non-linear function F .



y14 = x3 + x5, y13 = x0 + x6, y9 = x0 + x3, y8 = x0 + x5, t0 = x1 + x2,
y1 = t0 + x7, y4 = y1 + x3, y12 = y13 + y14, y2 = y1 + x0, y5 = y1 + x6,
y3 = y5 + y8, t1 = x4 + y12, y15 = t1 + x5, y20 = t1 + x1, y6 = y15 + x7,

y10 = y15 + t0, y11 = y20 + y9, y7 = x7 + y11, y17 = y10 + y11,
y19 = y10 + y8, y16 = t0 + y11, y21 = y13 + y16, y18 = x0 + y16.

The non-linear function F : F 22
2 → F 18

2 takes x0, x1, · · · , x7 as input, and
outputs z0, z1, · · · , z17, which are inputs to the matrix U .

t2 = y12 · y15, t3 = y3 · y6, t4 = t3 + t2, t5 = y4 · x7, t6 = t5 + t2,
t7 = y13 · y16 t8 = y5 · y1, t9 = t8 + t7, t10 = y2 · y7 t11 = t10 + t7,

t12 = y9 · y11, t13 = y14 · y17 t14 = t13 + t12, t15 = y8 · y10, t16 = t15 · t12
t17 = t4 · t14, t18 = t6 + t16, t19 = t9 + t14, t20 = t11 + t16, t21 = t17 + y20,

t22 = t18 + y19 t23 = t19 + y21, t24 = t20 + y18 t25 = t21 + t22,
t26 = t21 · t23, t27 = t24 + t26, t28 = t25 · t27, t29 = t28 + t22, t30 = t23 + t24,

t31 = t22 + t26, t32 = t31 · t30, t33 = t32 + t24, t34 = t23 + t33,
t35 = t27 + t33, t36 = t24 · t35 t37 = t36 + t34, t38 = t27 + t36, t39 = t29 · t38,

t40 = t25 + t39, t41 = t40 + t37, t42 = t29 + t33, t43 = t29 + t40,
t44 = t33 + t37, t45 = t42 + t41, z0 = t44 · y15, z1 = t37 · y6, z2 = t33 · x7,
z3 = t43 · y16, z4 = t40 · y1, z5 = t29 · y7, z6 = t42 · y11, z7 = t45 · y17,
z8 = t41 · y10, z9 = t44 · y12, z10 = t37 · y3, z11 = t33 · y4, z12 = t43 · y13,
z13 = t40 · y5, z14 = t29 · y2, z15 = t42 · y9, z16 = t45 · y14, z17 = t41 · y8.

The inputs to the matrix U are z0, z1, · · · , z17, while the outputs are s0, s1, · · · , s7.

t46 = z15 + z16, t47 = z10 + z11, t48 = z5 + z13, t49 = z9 + z10,
t50 = z2 + z12, t51 = z2 + z5, t52 = z7 + z8, t53 = z0 + z3, t54 = z6 + z7,

t55 = z16 + z17, t56 = z12 + t48, t57 = t50 + t53, t58 = z4 + t46,
t59 = z3 + t54, t60 = t46 + t57, t61 = z14 + t57, t62 = t52 + t58,

t63 = t49 + t58, t64 = z4 + t59, t65 = t61 + t62, t66 = z1 + t63, s0 = t59 + t63,
s6 = t56 XNOR t62, s7 = t48 XNOR t60, t67 = t64 + t65, s3 = t53 + t66,
s4 = t51 + t66, s5 = t47 + t65, s1 = t64 XNOR s3, s2 = t55 XNOR t67.

3 Main Result

In this article, we try to improve the quantum circuit proposed by Langenberg
et al. in [8]. In detail, we propose two improved quantum circuits for the Sbox
of AES. The goal of our first quantum circuit is reducing the number of Toffoli
gates as small as possible, while we try to construct our second quantum circuit
with the least number of qubits. Compared with the quantum circuit in [8],
our two quantum circuits not only reduce the number of Toffoli gates, but also
reduce the number of qubits. In the following, we will show how to construct



our first quantum circuit. Since our second quantum circuit is similar to our
first quantum circuit, we just show the detail of our first quantum circuit in
this section. The detail of our second quantum circuit is shown in Appendix B.
As shown in Appendix A and B, our quantum circuits adopt the same notation
in [8]. The 8-bit input of Sbox and the 8-bit output of Sbox are expressed as
U [0], · · · , U [7] and s[0], · · · , s[7] respectively. We also use T (ancillas qubits) to
store the intermediate values of computation, which shall return to zero at the
end of computation. Note that we do not need the ancilla qubit Z in our quantum
circuit.

Our first quantum circuit is constructed by adopting the following strategies.

1. In the quantum circuit, we shall clean up the wires with the intermediate
values, while the wires of the output of Sbox do not need to be clean up. In
order to reduce the number of Toffoli gates, we shall apply Toffoli gates to
the wires of the output of the Sbox.

2. In the quantum circuit proposed by Langenberg et al. [8], some wires re-
mained idle until the end of the quantum circuit. By uncomputing these
wires, we can reuse these wires so as to reduce the number of qubits.

Note that Langenberg et al. [8] also used the above strategies to construct
their quantum circuit for the Sbox of AES. However, we can improve their quan-
tum circuit with the following observations, which utilizes the linear relationship
between different variables.

Observation 1. As pointed out in [7], the 18 values of z0, · · · , z17 can be ob-
tained with the knowledge of t29, t33, t37, t40, t42, t42, t43, t44, t45 and x7, y0, · · · , y17,
where y0, · · · , y17 can be obtained by the linear combination of x0, x1, · · · , x7.
In addition, t29, t33, t37, t40, t41, t42, t43, t44, t45 can be obtained by the linear
combination of t29, t33, t37, t40. In other words, we can obtain z0, · · · , z17 with
the knowledge of t29, t33, t37, t40 and x0, x1, · · · , x7.

According to Observation 1, we only need to store t29, t33, t37, t40 and x0, x1,
· · · , x7 instead of t29, t33, t37, t40, t42, t42, t43, t44, t45 and x7, y0, · · · , y17, which
could save some qubits.

Observation 2. As pointed out in[7], the 8-bit output of Sbox s0, s1, · · · , s7
can be seen as a linear combination of the 18 values of z0, · · · , z17. Given the 18
values of z0, · · · , z17, we can express the linear expression of si (for 0 ≤ i ≤ 7)
as follows.

s0 = z3 + z4 + z6 + z7 + z9 + z10 + z15 + z16,

s1 = z0 + z1 + z6 + z7 + z9 + z10 + z15 + z16,

s2 = z0 + z2 + z6 + z8 + z12 + z14 + z15 + z17,

s3 = z0 + z1 + z3 + z4 + z9 + z10 + z15 + z16,

s4 = z1 + z2 + z4 + z5 + z9 + z10 + z15 + z16,

s5 = z0 + z2 + z3 + z4 + z7 + z8 + z10 + z11 + z12 + z14 + z15 + z16,

s6 = z4 + z5 + z7 + z8 + z12 + z13 + z15 + z16,



s7 = z0 + z2 + z3 + z5 + z12 + z13 + z15 + z16,

where ′+′ means ⊕, and s̄ applies the NOT operation on s.

As shown in [8], the quantum circuit proposed by Langenberg et al. used 15
ancilla qubits to store the intermediate values, which could be used to compute
z0, · · · , z17. Based on our observation 1 and 2, we can reduce the number of
Toffoli gates and qubits of the quantum circuits in [8] simultaneously as follows.
According to our Observation 1, we do not need to store the values of t41,
t42, t43, t44, t45, which saves 5 qubits. In other words, we only need 10 ancilla
qubits to store the intermediate values that could be used to compute z0, · · · ,
z17. According to our Observation 2, we observe that we could compute the
8-bit output of the Sbox without utilizing the ancilla qubit Z in our quantum
circuit. This observation can reduce the number of Toffoli gate and the number
of qubit further, because we do not need to recompute the toffoli gates so as to
initialize ancilla qubit Z in our quantum circuit. Given the values of z0, · · · , z17,
we will show the detail of how to obtain the 8-bit output of Sbox without the
ancilla qubit Z in the following. Compared with the quantum circuits proposed
by Langenberg et al. [8], our quantum circuit only needs 26 qubits, 46 Toffoli,
304 CNOT, and 4 NOT gates.

Algorithm 1 Compute the output of Sbox without the ancilla qubit Z

Require:
input, z0, · · · , z17;
input, s0 = 0, · · · , s7 = 0;

1: s2 = z12; s6 = s2;
2: s2 = z14; s5 = s2;
3: s4 = z5; s6 = s4;
4: s1 = z1; s3 = s1;s4 = s1;
5: s7 = z8; s4 = s7;s6 = s7;
6: s7 = z2; s1 = s7;s3 = s7;s4 = s7;
7: s7 = z0; s1 = s7;s2 = s7;s3 = s7;s5 = s7;
8: s6 = z13; s7 = s6;
9: s0 = z3; s4 = s0;s6 = s0;s7 = s0;

10: s0 = z4; s1 = s0;s2 = s0;s3 = s0;s4 = s0;s5 = s0;s6 = s0;
11: s0 = z6; s2 = s0;s5 = s0;s6 = s0;
12: s0 = z7; s3 = s0;s4 = s0;s5 = s0;s6 = s0;
13: s0 = z9; s5 = s0;
14: s0 = z10; s6 = s0;s7 = s0;
15: s0 = z16; s2 = s0;
16: s0 = z15; s1 = s0;s2 = s0;s3 = s0;s4 = s0;s5 = s0;s6 = s0;s7 = s0;
17: s5 = z11;
18: s2 = z17;
19: Output s0, s1, s2, s3, s4, s5, s6, s7 as the 8-bit output of the Sbox;



Based on the above two observations, we can construct our first quantum
circuit with 26 qubits, 46 Toffoli, 304 CNOT, and 4 NOT gates. We will show a
detailed description of this quantum circuit in Appendix A.

4 Conclusion

By using our two observations, we can improve the quantum circuits for Sbox
proposed by Langenberg et al. [8]. Note that our observations can also be applied
to the other constructions of the Sbox of AES [11]. With our quantum circuits
for Sbox, we can improve the quantum circuits for AES with the techniques in
[8], such as parallelization and ”zig-zag” method.
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6 Appendix A

In this section, we show the detail of our quantum circuit with 26 qubits, 46
Toffoli, 304 CNOT, and 4 NOT gates.

import math
from projectq.ops import CNOT, Measure, X, Toffoli
from projectq import MainEngine
from projectq.meta import Compute , Uncompute
from projectq.backends import CircuitDrawer, ResourceCounter,

ClassicalSimulator
import projectq.libs.math
drawing engine = CircuitDrawer()
resource counter = ResourceCounter()
sim = ClassicalSimulator()
eng = MainEngine(sim)
def aes box (eng) :

U = eng . allocate qureg (8)
T = eng . allocate qureg (10)
S = eng . allocate qureg (8)
input m = [0]*(8)
output m = [0]*(8)

with Compute ( eng ) :
CNOT | (U[0] ,U[5])
CNOT | (U[3] ,U[5])
CNOT | (U[6] ,U[5])
CNOT | (U[0] ,U[4])
CNOT | (U[3] ,U[4])
CNOT | (U[6] ,U[4])
Toffoli | (U[5] ,U[4] ,T[0]) #t2
CNOT | (T[0] ,T[5])

CNOT | (U[1] ,U[3])
CNOT | (U[2] ,U[3])
CNOT | (U[7] ,U[3])



Toffoli | (U[3] ,U[7] ,T[0]) #t6

CNOT | (U[0] ,U[6])

CNOT | (U[0] ,U[2])

CNOT | (U[4] ,U[2])

CNOT | (U[5] ,U[2])

CNOT | (U[6] ,U[2])

Toffoli | (U[6] ,U[2] ,T[1]) #t7

CNOT | (T[1] ,T[2])

CNOT | (U[2] ,U[1])

CNOT | (U[4] ,U[1])

CNOT | (U[5] ,U[1])

CNOT | (U[7] ,U[1])

CNOT | (U[1] ,U[0])

CNOT | (U[6] ,U[0])

Toffoli | (U[1] ,U[0] ,T[1]) #t9

CNOT | (U[1] ,U[6])

CNOT | (U[0] ,U[2])

Toffoli | (U[6] ,U[2] ,T[2]) #t11

CNOT | (U[6] ,U[3])

CNOT | (U[7] ,U[2])

Toffoli | (U[3] ,U[2] ,T[3]) #t12

CNOT | (T[3] ,T[4])

CNOT | (U[1] ,U[6])

CNOT | (U[5] ,U[6])

CNOT | (U[2] ,U[0])

CNOT | (U[4] ,U[0])

CNOT | (U[7] ,U[0])

Toffoli | (U[6] ,U[0] ,T[3]) #t14

CNOT | (U[6] ,U[3])

CNOT | (U[2] ,U[0])

Toffoli | (U[3] ,U[0] ,T[4]) #t16

CNOT | (T[3] ,T[1]) #t19

CNOT | (U[1] ,U[3])

CNOT | (U[7] ,U[4])

Toffoli | (U[3] ,U[4] ,T[5]) #t4



CNOT | (T[5] ,T[3]) #t17

CNOT | (T[4] ,T[0]) #t18

CNOT | (T[2] ,T[4]) #t20

CNOT | (U[1] ,U[6])
CNOT | (U[2] ,U[6])
CNOT | (U[3] ,U[6])
CNOT | (U[6] ,T[3]) #t21

CNOT | (U[0] ,U[1])
CNOT | (U[3] ,U[1])
CNOT | (U[1] ,T[0]) #t22

CNOT | (U[1] ,U[5])
CNOT | (U[4] ,U[5])
CNOT | (U[6] ,U[5])
CNOT | (U[7] ,U[5])
CNOT | (U[5] ,T[1]) #t23

CNOT | (U[1] ,U[4])
CNOT | (U[3] ,U[4])
CNOT | (U[5] ,U[4])
CNOT | (U[4] ,T[4]) #t24

Toffoli | (T[3] ,T[1] ,T[6]) #t26
CNOT | (T[0] ,T[3]) #t25

CNOT | (T[4] ,T[7])
CNOT | (T[6] ,T[7]) #t27

CNOT | (T[0] ,T[6]) #t31
Toffoli | (T[3] ,T[7] ,T[0]) #t29

CNOT | (T[1] ,T[4]) #t30

Toffoli | (T[6] ,T[4] ,T[9]) #t32

CNOT | (T[1] ,T[4])
#T[4] is set to t24 again

CNOT | (T[4] ,T[9]) #t33
CNOT | (T[9] ,T[1]) #t34



CNOT | (T[9] ,T[7]) #t35

Toffoli | (T[4] ,T[7] ,T[8]) #t36

CNOT | (T[9] ,T[7])
#T[7] is set to t27 again

CNOT | (T[8] ,T[1]) #t37
CNOT | (T[8] ,T[7]) #t38

Toffoli | (T[0] ,T[7] ,T[3]) #t40

# The T[0-9] are assigned as follows. T[0]=t29, T[1]=t37, T[2]=t11,
T[3]=t40, T[4]=t24, T[5]=t4, T[6]=t31, T[7]=t38, T[8]=t36, T[9]=t33.

CNOT | (U[0] ,U[2])
CNOT | (U[1] ,U[2])
CNOT | (U[6] ,U[2]) # for z16

CNOT | (U[1] ,U[4])
CNOT | (U[3] ,U[4])
CNOT | (U[5] ,U[4]) # for z1

CNOT | (U[1] ,U[6])
CNOT | (U[3] ,U[6])
CNOT | (U[4] ,U[6])
CNOT | (U[5] ,U[6])
CNOT | (U[7] ,U[6]) # for z11

CNOT | (U[1] ,U[0])
CNOT | (U[3] ,U[0]) # for z13

CNOT | (U[0] ,U[3])
CNOT | (U[2] ,U[3])
CNOT | (U[6] ,U[3]) # for z14

# The U[0-7] are assigned as follows. U[0]=y5, U[1]=y19, U[2]=y14,
U[3]=y2, U[4]=y6, U[5]=y21, U[6]=y4, U[7]=x7.

CNOT | (U[0], U[3])
CNOT | (T[0], T[3])
Toffoli | (T[3], U[3], S[2]) #z12
CNOT | (S[2], S[6])
CNOT | (U[0], U[3])



CNOT | (T[0], T[3])
Toffoli | (T[0], U[3], S[2]) #z14
CNOT | (S[2], S[5])

CNOT | (U[0], U[6])
CNOT | (U[1], U[6])
CNOT | (U[2], U[6])
CNOT | (U[4], U[6])
CNOT | (U[5], U[6])
Toffoli | (T[0], U[6], S[4]) #z5
CNOT | (S[4], S[6])
CNOT | (U[0], U[6])
CNOT | (U[1], U[6])
CNOT | (U[2], U[6])
CNOT | (U[4], U[6])
CNOT | (U[5], U[6])

Toffoli | (T[1], U[4], S[1]) #z1
CNOT | (S[1], S[3])
CNOT | (S[1], S[4])

CNOT | (U[1], U[6])
CNOT | (U[2], U[6])
CNOT | (U[3], U[6])
CNOT | (T[1], T[3])
Toffoli | (T[3], U[6], S[7]) #z8
CNOT | (S[7], S[4])
CNOT | (S[7], S[6])
CNOT | (U[1], U[6])
CNOT | (U[2], U[6])
CNOT | (U[3], U[6])
CNOT | (T[1], T[3])

Toffoli | (T[9], U[7], S[7]) #z2
CNOT | (S[7], S[1])
CNOT | (S[7], S[3])
CNOT | (S[7], S[4])

CNOT | (U[7], U[4])
CNOT | (T[9], T[1])



Toffoli | (T[1], U[4], S[7]) #z0
CNOT | (S[7] ,S [1])
CNOT | (S[7] ,S [2])
CNOT | (S[7] ,S [3])
CNOT | (S[7] ,S [5])
CNOT | (U[7] ,U[4])
CNOT | (T[9], T[1])

Toffoli | (T[3], U[0], S[6]) #z13
CNOT | (S[6], S[7])

CNOT | (U[0] ,U[5])
CNOT | (U[3] ,U[5])
CNOT | (T[0], T[3])
Toffoli | (T[3], U[5], S[0]) #z3
CNOT | (S[0], S[4])
CNOT | (S[0], S[6])
CNOT | (S[0], S[7])
CNOT | (U[0] ,U[5])
CNOT | (U[3] ,U[5])
CNOT | (T[0], T[3])

CNOT | (U[1] ,U[6])
CNOT | (U[2] ,U[6])
CNOT | (U[3] ,U[6])
CNOT | (U[4] ,U[6])
Toffoli | (T[3], U[6], S[0]) #z4
CNOT | (S[0], S[1])
CNOT | (S[0], S[2])
CNOT | (S[0], S[3])
CNOT | (S[0], S[4])
CNOT | (S[0], S[5])
CNOT | (S[0], S[6])
CNOT | (U[1] ,U[6])
CNOT | (U[2] ,U[6])
CNOT | (U[3] ,U[6])
CNOT | (U[4] ,U[6])

CNOT | (U[0], U[7])
CNOT | (U[1], U[7])
CNOT | (U[2], U[7])



CNOT | (U[4], U[7])
CNOT | (U[5], U[7])
CNOT | (U[6], U[7])
CNOT | (T[0], T[9])
Toffoli | (T[9], U[7], S[0]) #z6
CNOT | (S[0], S[2])
CNOT | (S[0], S[5])
CNOT | (S[0], S[6])
CNOT | (U[0], U[7])
CNOT | (U[1], U[7])
CNOT | (U[2], U[7])
CNOT | (U[4], U[7])
CNOT | (U[5], U[7])
CNOT | (U[6], U[7])
CNOT | (T[0], T[9])

CNOT | (U[0] ,U[7])
CNOT | (U[3] ,U[7])
CNOT | (U[4] ,U[7])
CNOT | (U[5] ,U[7])
CNOT | (T[0], T[9])
CNOT | (T[3], T[9])
CNOT | (T[1], T[9])
Toffoli | (T[9], U[7], S[0]) #z7
CNOT | (S[0], S[3])
CNOT | (S[0], S[4])
CNOT | (S[0], S[5])
CNOT | (S[0], S[6])
CNOT | (U[0] ,U[7])
CNOT | (U[3] ,U[7])
CNOT | (U[4] ,U[7])
CNOT | (U[5] ,U[7])
CNOT | (T[0], T[9])
CNOT | (T[3], T[9])
CNOT | (T[1], T[9])

CNOT | (U[0] ,U[3])
CNOT | (U[2] ,U[3])
CNOT | (T[1], T[9])
Toffoli | (T[9], U[3], S[0]) #z9
CNOT | (S[0], S[5])
CNOT | (U[0] ,U[3])
CNOT | (U[2] ,U[3])



CNOT | (T[1], T[9])

CNOT | (U[0] ,U[6])
CNOT | (U[2] ,U[6])
CNOT | (U[3] ,U[6])
Toffoli | (T[1], U[6], S[0]) #z10
CNOT | (S[0], S[6])
CNOT | (S[0], S[7])
CNOT | (U[0] ,U[6])
CNOT | (U[2] ,U[6])
CNOT | (U[3] ,U[6])

CNOT | (T[0], T[9])
CNOT | (T[3], T[9])
CNOT | (T[1], T[9])
Toffoli | (T[9], U[2], S[0]) #z16
CNOT | (S[0], S[2])
CNOT | (T[0], T[9])
CNOT | (T[3], T[9])
CNOT | (T[1], T[9])

CNOT | (U[3], U[6])
CNOT | (T[0], T[9])
Toffoli | (T[9], U[6], S[0]) #z15
CNOT | (S[0], S[1])
CNOT | (S[0], S[2])
CNOT | (S[0], S[3])
CNOT | (S[0], S[4])
CNOT | (S[0], S[5])
CNOT | (S[0], S[6])
CNOT | (S[0], S[7])
CNOT | (U[3], U[6])
CNOT | (T[0], T[9])

CNOT | (U[2], U[6])
CNOT | (U[3], U[6])
Toffoli | (T[8], U[6], S[2]) #z17
CNOT | (U[3], U[6])
CNOT | (U[2], U[6])

Toffoli | (T[9], U[6], S[5]) #z11



X | S[1]
X | S[2]
X | S[6]
X | S[7]

Uncompute ( eng )

7 Appendix B

In this section, we show the detail of our quantum circuit with 22 qubits and 60
Toffoli gates. As pointed out in our Observation 2, we need at least 4 ancilla
qubits to store the 4 values of t29, t33, t37, t40. However, we can not construct
the quantum circuit for Sbox with only 4 ancilla qubits. In the following, we
propose a quantum circuit with 22 qubits, including 6 ancilla qubits. Note that
our second quantum circuit is similar to our first quantum circuit. The part
of computing the values of s0, · · · , s7 with the 4 values of t29, t33, t37, t40 in
our second circuit is the same as our first circuit. As a result, we just show a
description of our second quantum circuit with 6 ancilla qubits in the following
pseudo code, where x7, y1, y2, · · · , y17 are the input to the non-linear function
F and T [0], · · · , T [5] are the 6 ancilla qubits. Note that we shall clean up the 6
ancilla qubits T [0], · · · , T [5] in the end, which means we need 21× 2 + 18 = 60
Toffoli gates in this circuit.



Algorithm 2 Output t29, t33, t37, t40 with 6 ancilla qubits

Require:
input, x7, y1, y2, · · · , y17;
input, T [0], · · · , T [5];

1: for 0 ≤ i ≤ 5 do
2: T [i] = 0;
3: end for
4: T [0] = Toffoli(y13, y16, T [0]); # T[0]=t7
5: T [0] = Toffoli(y5, y1, T [0]); # T[0]=t9
6: T [1] = Toffoli(y9, y11, T [1]); # T[1]=t12
7: T [1] = Toffoli(y14, y17, T [1]); # T[1]=t14
8: T [2] = CNOT (T [1], T [2]); # T[2]=t14
9: T [2] = CNOT (T [0], T [2]); # T[2]=t19

10: T [2] = CNOT (y19, T [2]); # T[2]=t23
11: T [0] = Toffoli(y5, y1, T [0]); # T[0]=t7
12: T [0] = Toffoli(y2, y7, T [0]); # T[0]=t11
13: T [3] = Toffoli(y12, y15, T [3]); # T[3]=t2
14: T [3] = Toffoli(y3, y6, T [3]); # T[3]=t4
15: T [1] = CNOT (T [3], T [1]); # T[1]=t17
16: T [1] = CNOT (y20, T [1]); # T[1]=t21
17: T [3] = Toffoli(y3, y6, T [3]); # T[3]=t2
18: T [3] = Toffoli(y4, x7, T [3]); # T[3]=t6
19: T [4] = Toffoli(y9, y11, T [4]); # T[4]=t12
20: T [4] = Toffoli(y8, y10, T [4]); # T[4]=t16
21: T [3] = CNOT (T [4], T [3]); # T[3]=t18
22: T [3] = CNOT (y19, T [3]); # T[3]=t22
23: T [0] = CNOT (T [4], T [0]); # T[0]=t20
24: T [0] = CNOT (y18, T [0]); # T[0]=t24
25: T [4] = Toffoli(y8, y10, T [4]); # T[4]=t12
26: T [4] = Toffoli(y9, y11, T [4]); # T[4]=0

# Here T[0]=t24, T[1]=t21, T[2]=t23, T[3]=t22, T[4]=0, T[5]=0.
27: T [4] = Toffoli(T [2], T [1], T [4]); # T[4]=t26
28: T [2] = CNOT (T [0], T [2]); # T[2]=t30
29: T [4] = CNOT (T [3], T [4]); # T[4]=t31
30: T [5] = Toffoli(T [2], T [4], T [5]); # T[5]=t32
31: T [5] = CNOT (T [0], T [5]); # T[5]=t33
32: T [2] = CNOT (T [0], T [2]); # T[2]=t23
33: T [2] = CNOT (T [5], T [2]); # T[2]=t34
34: T [4] = CNOT (T [3], T [4]); # T[4]=t26
35: T [4] = CNOT (T [0], T [4]); # T[4]=t27
36: T [5] = CNOT (T [4], T [5]); # T[5]=t35
37: T [2] = Toffoli(T [0], T [5], T [2]); # T[2]=t37
38: T [1] = CNOT (T [3], T [1]); # T[1]=t25
39: T [3] = Toffoli(T [4], T [1], T [3]); # T[3]=t29
40: T [4] = Toffoli(T [0], T [5], T [4]); # T[4]=t38
41: T [1] = Toffoli(T [3], T [4], T [1]); # T[1]=t40
42: T [4] = Toffoli(T [0], T [5], T [4]); # T[4]=t27
43: T [5] = CNOT (T [4], T [5]); # T[5]=t33


